Introduction

The World Wide Web (Web) was originally conceived in 1989 as an environment to allow for the sharing of information (e.g., research reports, databases, user manuals) amongst geographically dispersed individuals. The information itself was stored on different servers and was retrieved by means of a single user interface (Web browser). The information consisted primarily of text documents inter-linked using a hypertext metaphor (http://www.zeltser.com/web-history/) [1].

Since its original inception, the Web has changed into an environment employed for the delivery of many different types of applications. Such applications range from small-scale information-dissemination-like applications, typically developed by writers and artists, to large-scale commercial, enterprise-planning and scheduling, collaborative-work applications. The latter are developed by multidisciplinary teams of people with diverse skills and backgrounds using cutting-edge, diverse technologies [1–3]. The increase in the use of the Web to provide commercial applications has been motivated by several factors, such as the possible increase of an organisation’s competitive position, and the opportunity for small organisations to project their corporate presence in the same way as that of larger organisations [4]. Numerous current Web applications are fully functional systems that provide business-to-customer and business-to-business e-commerce, and numerous services to numerous users [1].

Industries such as travel and hospitality, manufacturing, banking, education and government utilised Web-based applications to improve and increase their operations [3]. In addition, the Web allows for the development of corporate intranet Web applications, for use within the boundaries of individual organisations [5]. The remarkable spread of Web applications into areas of communication and commerce makes it one of the leading and most important branches of the software industry [1].

Web development is a relatively new and rapidly growing industry, with e-commerce alone weathering the recession and growing 11% in the United States
in 2009, with similar growth in 2010.\textsuperscript{1} This continued growth makes it worthwhile to conduct research that enables Web development companies to make more efficient managerial decisions \textsuperscript{[6]}.

To date, the development of Web applications has generally been ad hoc, resulting in poor-quality applications, which are difficult to maintain \textsuperscript{[1]}. The main reasons for such problems are unsuitable design and development processes, and poor project management practices \textsuperscript{[3]}. A survey on Web-based projects, published by the Cutter Consortium in 2000, revealed a number of problems with outsourced large Web-based projects \textsuperscript{[3]}:

- 84% of surveyed delivered projects did not meet business needs.
- 53% of surveyed delivered projects did not provide the required functionality.
- 79% of surveyed projects presented schedule delays.
- 63% of surveyed projects exceeded their budget.

As the reliance on larger and more complex Web applications increases, so does the need for using methodologies and best practice guidelines to develop applications that are delivered on time, within budget, have a high level of quality and are easy to maintain \textsuperscript{[7–9]}. To develop such applications Web development teams need to use sound methodologies, systematic techniques, quality assurance, rigorous, disciplined and repeatable processes, better tools, and baselines. Web engineering\textsuperscript{2} aims to meet such needs \textsuperscript{[11]}.

Web engineering is described as \textsuperscript{[12]}:

the use of scientific, engineering, and management principles and systematic approaches with the aim of successfully developing, deploying and maintaining high quality Web-based systems and applications.

This is a similar definition to that used to describe software engineering; however, both disciplines differ in many ways. Such differences are discussed next.

\textbf{Web Applications Versus Conventional Software}

An overview of differences between Web and software development with respect to their development processes, technologies, quality factors, and measures is presented here. In addition, this section also provides definitions and terms used throughout the book (e.g., Web application).

\textsuperscript{1} \url{http://blogs.wsj.com/digits/2010/03/08/e-commerce-growth-slows-but-still-out-paces-retail/}

\textsuperscript{2} The term “Web engineering” was first published in 1996 in a conference paper by Gellersen et al. \textsuperscript{[10]}. Since then this term has been cited in numerous publications, and numerous activities devoted to discussing Web engineering have taken place (e.g., workshops, conference tracks, entire conferences).
Web Hypermedia, Web Software or Web Application?

The Web is the best-known example of a hypermedia system. To date, numerous organisations world-wide have developed a vast array of commercial and/or educational Web applications. The Web literature uses numerous synonyms for a Web application, such as Web site, Web system, Internet application. The IEEE Std 2001–2002 uses the term Web site defined as [13]:

“A collection of logically connected Web pages managed as a single entity.”

However, using Web site and Web application interchangeably does not allow one to differentiate between the physical storage of Web pages and their application domains.

The Web has been used as the delivery platform for three types of applications: Web hypermedia applications, Web software applications, and Web applications [14].

- **Web hypermedia application**—a nonconventional application characterised by the authoring of information using nodes (chunks of information), links (relations between nodes), anchors, access structures (for navigation), and delivery over the Web. Technologies commonly used for developing such applications are HTML, XML, JavaScript and multimedia. In addition, typical developers are writers, artists and organisations who wish to publish information on the Web and/or CD-ROMs without the need to know programming languages such as Java. These applications have unlimited potential in areas such as software engineering, literature, education and training.

- **Web software application**—a conventional software application that relies on the Web or uses the Web’s infrastructure for execution. Typical applications include legacy information systems such as databases, booking systems, knowledge bases, etc. Many e-commerce applications fall into this category. Typically they employ development technologies (e.g., DCOM, ActiveX, etc.), database systems, and development solutions (e.g., J2EE). Developers are in general young programmers fresh from a Computer Science or Software Engineering degree course, managed by a few more senior staff.

- **Web application**—an application delivered over the Web that combines characteristics of both Web hypermedia and Web software applications.

Web Development Versus Software Development

Web development and software development differ in a number of areas, which will be detailed later. However, of these, three such areas seem to provide the greatest differences and to affect the entire Web development and maintenance processes. These areas encompass the people involved in development, the intrinsic characteristics of Web applications and the audience for which they are developed.

The development of conventional software remains dominated largely by IT professionals, where a sound knowledge of programming, database design, and project management is necessary. In contrast, Web development encompasses a
much wider variety of developers, such as amateurs with no programming skills, graphics designers, writers, database experts and IT professionals, to name but a few. This is possible as Web pages can be created by anyone without the necessity for programming knowledge [15].

Web applications by default use communications technology and have multi-platform accessibility. In addition, since they employ a hypermedia paradigm, they are non-sequential by nature, using hyperlinks to interrelate Web pages and other documents. Therefore, navigation and pluralistic design become important aspects to take into account. Finally, the multitude of technologies available for developing Web applications means that developers can build a full spectrum of applications, from a static simple Web application using HTML to a fully-fledged distributed e-commerce application [7]. Conventional software can be developed using several programming languages running on a specific platform, components off the shelf (COTS), etc. It can also use communications technology to connect to and use a database system. However, the speed of implementing new technology is faster for Web development relative to non-Web-based applications.

Web applications are aimed at wide-ranging groups of users. Such groups may be known ahead of time (e.g., applications available within the boundaries of an intranet). However, it is more often the case that Web applications are devised for an unknown group of users, making the development of aesthetically pleasing applications more challenging [16]. In contrast, conventional software applications are generally developed for a known user group (e.g., department, organisation) making the explicit identification of target users an easier task.

For the purpose of our discussion, we have grouped the differences between Web and software development into 12 areas, which are as follows:

1. Application characteristics
2. Primary technologies used
3. Approach to quality delivered
4. Development process drivers
5. Availability of the application
6. Customers (stakeholders)
7. Update rate (maintenance cycles)
8. People involved in development
9. Architecture and network
10. Disciplines involved
11. Legal, social and ethical issues
12. Information structuring and design

(1) Application Characteristics

Web applications are created by integrating numerous distinct elements, such as fine-grained components (e.g., DCOM, OLE, ActiveX), interpreted scripting languages, components off the shelf (COTS, e.g., customised applications, library components, third-party products), multimedia files (e.g., audio, video, 3D objects), HTML/SGML/XML files, graphical images, mixtures of HTML and programs, and databases [16–18]. Components may be integrated in many
different ways and present different quality attributes. In addition, their source
code may be proprietary or unavailable, and may reside on and/or be executed
from different remote computers [17]. Web applications are, for the large part,
platform-independent (although there are exceptions, e.g., OLE, ActiveX), and
Web browsers in general provide similar user interfaces with similar function-
ality, freeing users from having to learn distinct interfaces [16]. Finally, a
noticeable difference between Web applications and conventional software
applications is in the use of navigational structures. Web applications use a
hypermedia paradigm where content is structured and presented using
hyperlinks. Navigational structures may also need to be customised, i.e., by
the dynamic adaptation of content structure, atomic hypermedia components,
and presentation styles [10].

Despite the initial attempt by the hypermedia community to develop con-
tventional applications with a hypermedia-like interface, largely conventional
software applications do not employ this technique.

Again in contrast, conventional software applications can also be developed
using a wide variety of components (e.g., COTS), generally developed using
conventional programming languages such as C++, Visual Basic, and Delphi.
These applications may also use multimedia files, graphical images and
databases. It is common that user interfaces are customised depending on the
hardware, operating system, software in use and the target audience [16]. There
are programming languages on the market (e.g., Java) that are intentionally
cross-platform; however, the majority of conventional software applications
tend to be monolithic, running on a single operating system.

(2) Primary Technologies Used

Web applications are developed using a wide range of diverse technologies,
such as the many flavoured Java solutions (Java servlets, Enterprise JavaBeans,
applets, and JavaServer Pages), HTML, JavaScript, XML, UML, databases and
much more. In addition, there is an increasing use of third-party components
and middleware. Since Web technology is an area that changes quickly, some
authors suggest it may be difficult for developers and organisations to keep up
with what is currently available [17].

The primary technology used to develop conventional software applications
is mostly represented by object-oriented methods, generators and languages,
relational databases, and CASE tools [18]. The pace with which new techno-
logies are proposed is slower than that for Web applications.

(3) Approach to Quality Delivered

Web companies that operate their business on the Web rely heavily on
providing applications and services of high quality so that customers return to
do repeat business. As such, these companies only see a return on investment if
customers’ needs have been fulfilled. Customers who use the Web for obtaining
services have very little loyalty to the companies they do business with. This
suggests that new companies providing Web applications of a higher quality
will most likely displace customers from previously established businesses.
Further, that quality is the principal factor that brings repeated business. For
Web development, quality is often considered a higher priority than time to market, with the mantra “later and better” as the mission statement for Web companies who wish to remain competitive [17].

Within the context of conventional software development, software contractors are often paid for their delivered application regardless of its quality. Return on investment is immediate. Ironically, they are also often paid for fixing defects in the delivered application, where these failures principally exist because the developer did not test the application thoroughly. This has the knock-on effect that a customer may end up paying at least twice (release and fixing defects) the initial bid in order to make the application functional. Here time to market takes priority over quality, since it can be more lucrative to deliver applications with plenty of defects sooner than high-quality applications later. For these companies the “sooner but worse” rule applies [17].

Another popular mechanism employed by software companies is to fix defects and make the updated version into a new release, which is then resold to customers, bringing in additional revenue.

(4) Development Process Drivers

The dominant development process drivers for Web companies have three quality criteria [17]:

- reliability,
- usability and
- security,

followed by:

- availability,
- scalability,
- maintainability and
- time to market.

Reliability: applications that work well, do no crash, do not provide incorrect data, etc.

Usability: an application that is simple to use. If a customer wants to use a Web application to buy a product on-line, the application should be as simple to use as the process of physically purchasing that product in a shop. Many existing Web applications present poor usability despite the extensive range of Web usability guidelines that have been published. A Web application with poor usability will quickly be replaced by another more usable application as soon as its existence becomes known to the target audience [17]. Security: the handling of customer data and other information securely so that problems such as financial loss, legal consequences and loss of credibility can be avoided [17].

With regards to conventional software development, the development process driver is time to market and not quality criteria [17].
(5) **Availability of the Application**

Customers who use the Web expect applications to be operational throughout the whole year (24/7/365). Any downtime, no matter how short, can be detrimental [17].

Except for a few application domains (e.g., security, safety critical, military, banking) customers of conventional software applications do not expect these applications to be available 24/7/365.

(6) **Customers (Stakeholders)**

Web applications can be developed for use within the boundaries of a single organisation (intranet), a number of organisations (extranets) or for use by people anywhere in the world. The implications are that stakeholders may come from a wide range of groups where some may be clearly identified (e.g., employees within an organisation) and some may remain unknown, which is often the case [4, 16, 17, 19]. As a consequence, Web developers are regularly faced with the challenge of developing applications for unknown users, whose expectations (requirements) and behaviour patterns are also unknown at development time [16]. In this case new approaches and guidelines must be devised to better understand prospective and unknown users such that quality requirements can be determined beforehand to deliver high-quality applications [19]. Whenever users are unknown it also becomes more difficult to provide aesthetically pleasing user interfaces, which are necessary to be successful and stand out from the competition [16].

Some stakeholders can reside locally, in another state/province/county, or overseas. Those who reside overseas may present different social and linguistic backgrounds, which increases the challenge of developing successful applications [4, 16]. Whenever stakeholders are unknown it is also difficult to estimate the number of users an application will service, so applications must also be scalable [17].

With regards to conventional software applications, it is usual for stakeholders be explicitly identified prior to development. These stakeholders often represent groups confined within the boundaries of departments, divisions, or organisations [16].

(7) **Update Rate (Maintenance Cycles)**

Web applications are updated frequently without specific releases and with maintenance cycles of days or even hours [17]. In addition, their content and functionality may also change significantly from one moment to another, and so the concept of project completion may seem unsuitable in such circumstances. Some organisations also allow non-information-systems experts to develop and modify Web applications, and in such environments it is often necessary to provide an overall management of the delivery and modification of applications to avoid confusion [4].

The maintenance cycle for conventional software applications complies with a more rigorous process. Upon a product’s release, software organisations usually initiate a cycle whereby a list of requested changes, adjustments or
improvements (either from customers or from its own development team) is prepared over a set period of time, and later incorporated as a specific version or release for distribution to all customers simultaneously. This cycle can be as short as a week and as long as several years. It requires more planning as it often entails other, possibly expensive activities such as marketing, sales, product shipping and occasionally personal installation at a customer’s site [11, 17].

(8) People involved in Development

The Web provides a broad spectrum of different types of Web applications, varying in quality, size, complexity and technology. This variation is also applicable to the range of skills represented by those involved in Web development projects. Web applications can be created, for example, by artists and writers using simple HTML code or, more likely, one of the many commercially available Web authoring tools (e.g., Macromedia Dreamweaver, Microsoft Frontpage), making the authoring process available to those with no prior programming experience [4]. However, Web applications can also be very large and complex, requiring a team of people with diverse skills and experience. Such teams consist of Web designers and programmers, graphic designers, librarians, database designers, project managers, network security experts, and usability experts [17].

Web designers and programmers are necessary to implement the application’s functionality using the necessary programming languages and technology. In particular, they also decide on the application’s architecture and applicable technologies, and to design the application taking into account its documents and links [16]. Graphic designers, usability experts and librarians provide applications that are pleasing to the eye, easy to navigate and provide good search mechanisms to obtain the required information. This is often the case where such expertise is outsourced, and used on a project-by-project basis. Large Web applications most likely use database systems for data storage, making it important to have team members with expertise in database design and the necessary queries to manipulate the data. Project managers are responsible for managing the project in a timely manner and allocating resources adequately such that applications are developed on time, within budget and are of high quality. Finally, network security experts provide solutions for various security aspects [3].

Conversely, the development of conventional software remains dominated by IT professionals, where a sound knowledge of programming, database design, and project management is necessary.

(9) Architecture and Network

Web applications are typically developed using a simple client–server architecture (two-tier), represented by Web browsers on client computers connecting to a Web server hosting the Web application, to more sophisticated configurations such as three-tier or even n-tier architectures [17]. The servers and clients within these architectures represent computers that may have different operating systems, software, hardware configurations, and may be connected to each other using different network settings and bandwidth.
The introduction of more than two tiers was motivated by limitations of the two-tier model (e.g., implementation of an application’s business logic on the client machine, increased network load as any data processing is only carried out on the client machine). In such architectures the business logic is moved to a separate server (middle-tier), which services client requests for data and functionality. The middle-tier then requests and sends data to and from a (usually) separate database server. In addition, the type of networks used by the numerous stakeholders may be unknown, so assumptions have to be made while developing these Web applications [16].

Conventional software applications either run in isolation on a client machine or use a two-tier architecture whenever applications use data from database systems installed on a separate server. The type of networks used by the stakeholders is usually known in advance since most conventional software applications are limited to specific places and organisations [16].

(10) **Disciplines Involved**

A team of people with a wide range of skills and expertise in different areas is required to develop large and complex Web applications adequately. These areas reflect distinct disciplines such as software engineering (development methodologies, project management, tools), hypermedia engineering (linking, navigation), requirements engineering, usability engineering, information engineering, graphics design and network management (performance measurement and tuning) [3, 11, 19].

Building a conventional software application involves contributions from a smaller number of disciplines than those used for developing Web applications; these include software engineering, requirements engineering and usability engineering.

(11) **Legal, Social, and Ethical Issues**

The Web as a distributed environment enables a vast amount of structured (e.g., database records) and unstructured (e.g., text, images, audio) content to be easily available to a multitude of users worldwide. This is often cited as one of the greatest advantages of using the Web. However, this environment is also used for the purpose of dishonest actions, such as copying content from Web applications without acknowledging the source, distributing information about customers without their consent, infringing copyright and intellectual property rights, and even, in some instances, identity theft [16]. The consequences that follow from the unlawful use of the Web are that Web companies, customers, entities (e.g., W3C), and government agencies must apply a similar paradigm to the Web as those applied to publishing, where legal, social and ethical issues are taken into consideration [19].

Issues referring to accessibility offered by Web applications should also take into account special user groups such as the handicapped [16].

Conventional software applications also share a similar fate to that of Web applications, although to a smaller extent, since these applications are not so readily available for such a large community of users, compared to Web applications.
Information Structuring and Design

As previously mentioned, Web applications have structured and unstructured content, which may be distributed over multiple sites and use different systems (e.g., database systems, file systems, multimedia storage devices) [10]. In addition, the design of a Web application, unlike that of conventional software applications, includes the organisation of content into navigational structures by means of hyperlinks. These structures provide users with easily navigable Web applications. Well-designed applications should allow for suitable navigation structures [19], as well as the structuring of content, which should take into account its efficient and reliable management [16].

Another difference between Web and conventional applications is that Web applications often contain a variety of specific file formats for multimedia content (e.g., graphics, sound and animation). These files must be integrated into any current configuration management system, and their maintenance routines also need to be organised, as is likely that they will differ from the maintenance routines used for text-based documents [15]. Conventional software applications present structured content that uses file or database systems. The structuring of such content has been addressed by software engineering in the past so the methods employed here for information structuring and design are well known by IT professionals [16].

Reifer [18] presents a comparison between Web-based and traditional approaches that takes into account measurement challenges for project management (Table 2.1). Table 2.2 summarises the differences between Web-based and conventional development contexts.

As we have seen, there are several differences between Web development and applications and conventional development and applications. However, there are also similarities that are more evident if we focus on the development of large and complex applications. Both need quality assurance mechanisms,
<table>
<thead>
<tr>
<th>Table 2.2</th>
<th>Web-based versus traditional approaches to development</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Web-based approach</strong></td>
<td><strong>Traditional approach</strong></td>
</tr>
<tr>
<td><strong>Application characteristics</strong></td>
<td>Integration of numerous distinct components (e.g., fine-grained, interpreted scripting languages, COTS, multimedia files, HTML/SGML/XML files, databases, graphical images), distributed, cross-platform applications and structuring of content using navigational structures with hyperlinks</td>
</tr>
<tr>
<td><strong>Primary technologies used</strong></td>
<td>Variety of Java solutions (Java servlets, Enterprise JavaBeans, applets, and JavaServer Pages), HTML, JavaScript, XML, UML, databases, third-party components and middleware, etc.</td>
</tr>
<tr>
<td><strong>Approach to quality delivered</strong></td>
<td>Quality is a higher priority than time to market</td>
</tr>
<tr>
<td><strong>Development process drivers</strong></td>
<td>Reliability, usability and security</td>
</tr>
<tr>
<td><strong>Availability of the application</strong></td>
<td>Throughout the whole year (24/7/365)</td>
</tr>
<tr>
<td><strong>Customers (stakeholders)</strong></td>
<td>Wide range of groups, known and unknown, residing locally or overseas</td>
</tr>
<tr>
<td><strong>Update rate (maintenance cycles)</strong></td>
<td>Frequently without specific releases, maintenance cycles of days or even hours</td>
</tr>
<tr>
<td><strong>People involved in development</strong></td>
<td>Web designers and programmers, graphic designers, librarians, database designers, project managers, network security experts, usability experts, artists, writers</td>
</tr>
<tr>
<td><strong>Architecture and Network</strong></td>
<td>Two-tier to n-tier clients and servers with different network settings and bandwidth, sometimes unknown</td>
</tr>
<tr>
<td><strong>Disciplines involved</strong></td>
<td>Software engineering, hypermedia engineering, requirements engineering, usability engineering, information engineering, graphics design and network management</td>
</tr>
<tr>
<td><strong>Legal, social, and ethical issues</strong></td>
<td>Content can be easily copied and distributed without permission or acknowledgement of copyright and intellectual property rights. Applications should take into account all groups of users including those handicapped</td>
</tr>
<tr>
<td><strong>Information structuring and design</strong></td>
<td>Structured and unstructured content, use of hyperlinks to build navigational structures</td>
</tr>
<tr>
<td><strong>Primary technologies used</strong></td>
<td>Object-oriented methods, generators, and languages, relational databases, and CASE tools</td>
</tr>
<tr>
<td><strong>Approach to quality delivered</strong></td>
<td>Time to market takes priority over quality</td>
</tr>
<tr>
<td><strong>Development process drivers</strong></td>
<td>Time to market</td>
</tr>
<tr>
<td><strong>Availability of the application</strong></td>
<td>Except for a few application domains, no need for availability 24/7/365</td>
</tr>
<tr>
<td><strong>Customers (stakeholders)</strong></td>
<td>Generally groups confined within the boundaries of departments, divisions, or organizations</td>
</tr>
<tr>
<td><strong>Update rate (maintenance cycles)</strong></td>
<td>Specific releases, maintenance cycles ranging from a week to several years</td>
</tr>
<tr>
<td><strong>People involved in development</strong></td>
<td>IT professionals with knowledge of programming, database design and project management</td>
</tr>
<tr>
<td><strong>Architecture and Network</strong></td>
<td>One- to two-tier architecture, network settings and bandwidth are likely to be known in advance</td>
</tr>
<tr>
<td><strong>Disciplines involved</strong></td>
<td>Software engineering, requirements engineering, and usability engineering</td>
</tr>
<tr>
<td><strong>Legal, social, and ethical issues</strong></td>
<td>Content can also be copied infringing privacy, copyright, and IP issues, albeit to a smaller extent</td>
</tr>
<tr>
<td><strong>Information structuring and design</strong></td>
<td>Structured content, infrequent use of hyperlinks</td>
</tr>
</tbody>
</table>
development methodologies, tools, processes, techniques for requirements elicitation, effective testing and maintenance methods, and tools [19].

**Conclusions**

This chapter discussed differences between Web and software applications, and their development processes based on the following 12 areas:

1. Application characteristics
2. Primary technologies used
3. Approach to quality delivered
4. Development process drivers
5. Availability of the application
6. Customers (stakeholders)
7. Update rate (maintenance cycles)
8. People involved in development
9. Architecture and network
10. Disciplines involved
11. Legal, social, and ethical issues
12. Information structuring and design
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