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Abstract Nowadays, game-based learning environments are very common environments for studying major scientific fields such as mathematics, computer science, electronics and electrical engineering. This chapter presents a game-based modules system called the game-based modules (GBMs). It combines the characteristics of computer game elements with the existing interactive multimedia environments for learning mathematics, physics and electronics. This module presents a new type of game-learning environment for teaching units of Computer Science courses. Bearing in mind that the GBMs includes interactive tasks as a form of a multi-level approach to problem solving, we have also shown an approach to evaluating student’s knowledge necessary for upgrading him/her to the higher level of learning. To assess a student’s knowledge level needed for the next game level in the GBMs, we have developed an intelligent agent. This illustrates how intelligent agents and fuzzy logic can help increase the quality and quantity of the most important element of e-learning and that is making a decision. The results of student’s knowledge diagnosis by means of agent within the GBMs e-learning system demonstrate the possibility of applying the presented agent model in various game-based learning systems for the determination of the knowledge level performance. On the basis of the data obtained through the exams, as well as through the use of statistical reasoning methods, we have shown the efficiency of the GBMs in the learning process.
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2.1 Introduction

Game-based learning promises to be a successful approach to teaching computer science courses. Educational games and interactive simulations can enable a student to acquire knowledge in a specific field by playing a game successfully. To a great extent educational games can be referred to as computer science disciplines. Authors Shabalina et al. [1] have implemented the educational games concept in the learning game for C# programming language. Their system is based on the common game engine architecture, but it has been extended to the use in educational games and it consists of two high-level subsystems: a game engine and a learning engine. Computer Programming course is found to be difficult and boring. Thus, learning through games seems to develop students’ motivation for the subject. Authors Roslina et al. [2] describe the perceptions of students at the Malaysian university (UTM) about using educational games for the purpose of self-learning within introductory programming courses. Virtual learning environments support teaching and learning in an educational context, offering the functionality to manage the presentation, administration and assessment of coursework activities. Callaghan et al. [3] demonstrate how immersive virtual worlds can be used for a game-based strategy for the purpose of teaching electronics and electrical engineering by using a collaborative team-based competitive format. Studies conducted in a Greek High School within the Computer Science course investigated potential gender differences with respect to the game-based learning effectiveness, as well as with respect to the motivational appeal of a computer game to learning computer memory concepts [4].

A learner model, also known as a student model, refers to the model constructed from observing the interaction between a learner and a learning system or instructional environment. A student model must contain the following important information about the user: domain knowledge, learning performance, interests, preferences, goals, tasks, background, personal traits (learning styles, aptitudes…), environment (work context) and other useful features [5]. Domain-specific information is organized into a knowledge model. The knowledge model has many elements (concept, topic, subject…) which students need to learn. In this chapter we have described the learning strategy for computer science curricula as a possible model for college students.

The strategy is founded on the research conducted in the field of teaching methodology on the one hand, and game-based learning features on the other. The learning environment should be customized to the individual learner’s learning styles and educational needs with the quality of the learning experience continually validated and evaluated. Software agents can be used to support instructors
and domain experts with both course design and delivery. They can also support individual learners by personalizing course materials based on learning objectives, learners’ characteristics, and learners’ prior knowledge, and facilitating learners’ interaction. Agent technology, a combination of artificial intelligence and software engineering, represents an exciting new means of analyzing, designing and building complex software systems [6]. Agent-based systems have been successfully used in many areas such as information collection/filtering, personal assistants, network management, electronic commerce, intelligent manufacturing, health care, entertainment, etc. [7, 8]. An agent works towards its goals. The agent’s goal model ensures the agent will do the right thing at the right time. Agent technology has existed for a long time, but there are few researches combined with educational values or educational technology. Actually, personalized or adaptive game-based learning has become very popular in the game-based learning and game-based testing. This chapter illustrates the easy integration of agent technology into game-based learning system and a case study based on it.

Section 2.2 discusses in more detail the related work we consider most relevant. Section 2.3 presents some pedagogical elements of the student model realized through the Net-Generation students and Game-Based Learning (GBL); Sect. 2.4 includes the use of game-based modules—the GBMs as a new teaching approach to teaching units in the Computer Science courses. This section shows two types of multi-level GBMs: (a) module for the “Unary logical operations” teaching unit and (b) module for the “Z-buffer” teaching unit. Section 2.5 describes the proposed intelligent agent model for the assessment of the knowledge level for the game-based learning system, the results of which are estimated by an equation with variable coefficients. Finally, Sect. 2.4 illustrates experimental results of estimated values obtained through the agent model versus the results obtained through classical tests and the efficiency of the GBMs as a supporting tool for the preparation of the exam questions.

2.2 Related Work

Recent research into game-based learning has identified adaptability as an area that requires further attention. Adaptability is required in game-based learning simply because each person has a different way of learning in different learning environments—one size does not fit all [9, 10]. Thus, learning may be related to and influenced by the player’s preferences and customization of elements within the learning environment. The IMS Learning Design (IMS-LD) is a specification for creating Units of Learning (UoLs) which express a certain pedagogical model or strategy (e.g., adaptive learning with games). In this sense the MS-LD can be complemented with off-the-shelf components and resources integrated in Units of Learning (UoLs). Author Koper [11] in the project named <e-Adventure> shows how an adaptive IMS-LD UoL can be modeled and integrated within an external resource such as educational game. The main goal of the project was to apply a
documental approach to the development of educational adventure video games (often also referred to as point-and-click adventure games or conversational games). However, the question is what sort of adventure games should be included in the curriculum and what degree of complexity should they offer. The authors Jeetinder and Jayanthi [12] responded to this question by offering a framework for creating individual simulations (modules) and organizing them in the form of multiple levels of a game. For educational games to be effectively integrated into the curriculum, they propose to concentrate on developing simple and small games and make explicit the relation the game bears to the lessons. This is better than creating very complex games with which the student is left to figure out the relation. As a result, this chapter shows how to create simple modules in the GBMs system as independent and interrelated concepts in the field of Computer Science.

Adaptive game-based learning is a fundamental issue for the next generation of educational games where progress is controlled in accordance with the learners’ behavior. The major aim of an adaptive game-based learning system is to support and encourage the learners considering their needs, strengths and weaknesses. In their paper Weng et al. [13], proposed the framework of a personalized Quiz-MASter assessment game and the flow of a personalized quiz game. With the services provided by an intelligent agent, a user can play the personalized assessment game by means of the flow of a personalized quiz game. Actually, the personalized or adaptive game-based learning has become very popular in the game-based learning and game-based testing. In the GBMs system proposed in this chapter an adaptive system approach to users is being realized through a pedagogical agent. Within the system the agent presents the modules on the basis of the estimated knowledge of every student.

Pedagogical agents are embodied software agents that have emerged as a promising vehicle for promoting effective learning. They provide customized problem-solving experiences and advice that are precisely tailored to individual learners in specific contexts. However, Conati and her colleagues [14] believe that the pedagogical agent could strike a better balance between learning and engagement if, in addition to the student’s knowledge, it could have access to a student’s affective reactions to the game. Bayesian techniques must be used when the agent’s decisions about the states of the game world are uncertain, because a Bayesian network is often used to model the agent’s uncertainty about its opponents. A project by Lester [15] at North Carolina State University focuses on the development of a full suite of Bayesian pedagogical agent technologies for inquiry-based science learning. It will provide a comprehensive account of the cognitive processes and results of interacting with Bayesian pedagogical agents.

In regards to Bayesian techniques, the implemented pedagogical agent in our e-learning system uses a simple fuzzy logic deduction—“if-then”. Intelligent agents in combination with fuzzy logic can help increase the quality and amount of interaction in a computer game. The storyline often demands precise control over certain creature’s properties, but autonomous agents may exhibit undesirable emergent behaviors due to the absence of centralized planning and control. In order to achieve this, our agent uses the students’ knowledge assessment module in
the section about pedagogical module. The mentioned pedagogical module intended for calculating the current learners level of knowledge in the GBMs system uses a simple mathematical formula, unlike some other agent-based game design technologies which often use the given BDI.net agent framework [16].

2.3 Method

2.3.1 Problem Statement

Upon analyzing the final exam results during the examination periods in the Computer Graphics course at the School of Electrical Engineering and Computer Science Applied Studies in Belgrade, we came to the conclusion that the results of one group of questions were much more different than the others. Performing an analysis we discovered that those were the questions referring to the field of hidden surface techniques and especially to the Z-buffer algorithm. Although students had the same learning materials for the purpose of the exam preparations in all fields, the difference discovered in this teaching unit showed that this field was quite complex and abstract for students. Therefore, it was necessary to take some steps in order to improve the approach to learning regarding this teaching unit, as well as to improve the final exam results. Of all the algorithms for finding visible surface, the Z-buffer algorithm is perhaps the simplest and therefore most frequently used. Starting from the facts that this teaching unit is simple and that, in spite of that, the students show worse results in this field than in any other, we began searching for the ways how to offer our students the teaching material which would be more student-friendly.

During laboratory exercises in the Computer Architecture and Organization course students brush up and improve their knowledge acquired in lectures through concrete tasks and under the supervision and help of assistant lecturers. Taking exercises without previously acquiring the basic terms in the field being taught in the lectures directly results in difficulties with individual realization of the laboratory exercises. The possibility of visual representation of the task solving method for rehearsing materials in this course enabled their implementation in the form of an interesting game. For the purpose of motivating students to get ready for laboratory exercises and get them more active in individual task solving during the exercises, the educational game ArhiCOMP has been created. This educational game contains interactive tasks [17, 18] implemented in the graphic environment, which directly associates it with the field of application use. The game has been designed to help the students learn basic terms referring to unary logical operations and to apply them practically through solving the given examples by randomly generated content of virtual registers, which are an integral part of the arithmetic-logical unit of computer systems.
2.3.2 Characteristics of Students

Nowadays, elementary and secondary school pupils, as well as university students, belong to the generation born in the Internet age. Modern psychologists, sociologists and pedagogues refer to them as the Net-generation. For the above-mentioned reasons, in this work we tried to make it easier for students to learn abstract educational materials and to improve their score in the final exam by using any type of interactive multimedia applications. The Net-generation students prefer learning by being told what to do [19]. They learn successfully through discoveries—both individually and with their age-mates. They learn by doing, and not by reading instructions from the manual or by listening to lectures. The Net-generation is more comfortable in the environment abound in pictures than in text. The researchers’ report that the Net-generation students will refuse to read a large quantity of text, regardless of the length of the task or instruction. Rather they merely think or speak about activities they like to perform them. Each student has a different learning style. Some students learn best by visual learning exercises. These (visual) learners benefit from a variety of ocular stimulation. One example would be the use of color. Others do best by performing intellectual activities—problem solving and reasoning. Intellectual learners like to engage in activities such as solving problems, analyzing experiences, doing strategic planning, generating creative ideas, etc. [20].

In order to make it easier for students to learn and acquire knowledge in the computer science courses that cannot be seen with the naked eye or observed on the basis of pictures, we used the characteristics of two types of students: intellectual and visual. Bearing in mind the fact that the intellectual-type learners are fonder of educational material in the form of simulations and interactive tasks, we created our environment for learning the Z-buffer algorithm as an environment in which the task solving is performed as a simulation of the operation of the mentioned algorithm. On the other hand, taking into consideration the fact that visual-type learners remember graphically presented information more easily, the environment was enhanced with various colors and shapes for concepts as integral parts of the algorithm. We reduced the definition of registers content used by the algorithm to decide upon the color, and the register itself was presented as a series of squares, where each square stands for 1 bit.

It is considered that educational games improve learning due to a better learning method that meets the needs and habits of the Net-generation students. To provide this kind of support for learning is at the same time extremely important and represents an extreme challenge. Creating special learning systems that contain educational games represents a challenge since it demands a careful analysis of stimulating learning and maintenance of positive motivation.
2.3.3 Simulations and Games

A memo-technical rule says that in order to memorize a term or a definition more easily, they should be made interesting. Motivation is also increased when we do something amusing. In this regard, one of the significant techniques is visual representation. If a piece of information can be represented by a visual picture or animation, then it should be represented in that way. Simulations and games, as highly interactive multimedia applications, can increase students’ motivation for science learning, deepen their understanding of important science concepts, improve their science process skills, and advance other important learning goals. Through solving the tasks in the form of interactions the students are required to recognize the simulation of the operation of an algorithm or process, but they are not afraid of giving incorrect answers or performing wrong actions.

After performing an analysis of the existing Internet simulations and other interactive multimedia applications used in the teaching process, we came to the conclusion that it is necessary to introduce some of those contemporary teaching resources to the course in Computer Graphics, so that students could learn the planned material in the best possible way. However, since the students to whom such a type of education material is to be presented do not belong to the generation for which the existing applications and modules had mostly been made, we had to introduce additional pedagogical elements to those applications to make them more acceptable for the students. On the one hand, these applications certainly have to be amusing, while, on the other hand, they must have an educational character.

Regarding the pedagogical elements supported by the games-based learning, Norman [21] identifies seven basic requirements for a learning environment: (1) to provide a high intensity of interaction and feedback, (2) to have specific goals and established procedures, (3) to motivate, (4) to provide a continual feeling of challenge that is neither so difficult as to create a sense of hopelessness and frustration, nor so easy as to produce boredom, (5) to provide a sense of direct engagement, producing the feeling of directly experiencing the environment, directly working on the task, (6) to provide appropriate tools that fit the user and tasks so well that they aid and do not distract, and (7) to avoid distractions and disruptions that intervene and destroy the subjective experience. By adding certain inherent engaging elements, suggested by Prensky [22], we created the most acceptable learning model for our type of students. As a combination of visual and intellectual types of learning, the game-based learning environment with its characteristic given in Fig. 2.1 will improve their psychological capability of photographic memory and help them to create mental images of concepts being learnt.

Stimulated by modern technologies, teachers use computer games and simulations more and more frequently in order to motivate students. Although video games can potentially be beneficial for learning, they must be aligned to specific curriculum content to achieve solid gains in learning. The three factors influencing the possible choice of the existing interactive multimedia applications for learning the subject were: content, age and learning styles.
2.4 Game-Based Modules

The analysis of the existing multimedia interactive environment for learning in the field of education shows that there are three types of applications used effectively for teaching mathematics and computer engineering to students. Those types of existing educational applications are:

- Gizmos,
- IMMEX,
- Interactive tasks.

1. GIZMOS: ExploreLearning’s Gizmos are an effective and engaging way to move students to inquiry-based science and math. The students get to see real simulations that they read about in textbooks. It gives real life problem-solving a whole new meaning! Interactive simulation that makes key concepts easier to understand and fun to learn [23]. World’s largest and most advanced online repository of math and science simulations for grades 3–12. Gizmos are online simulations that are powerful teaching and learning tools to engage students. Their easy-to-use format makes them practical and effective. Students manipulate key variables, generate and test hypotheses, and engage in mathematical inquiry. Gizmos supplement and enhance your instruction with powerful visualizations of math concepts. Gizmos are an effective and engaging way to move students to inquiry-based science and math [24]. Gizmos move students to use higher-level thinking skills.

2. IMMEX: Interactive Multimedia Exercises (IMMEX) is an online library of science simulations that incorporate assessment of students’ problem-solving performance, progress, and retention. Each problem set presents authentic real-world situations that require complex thinking. Originally created for use in medical school, IMMEX has been used to develop and assess science problem
solving among middle, high school, and undergraduate science students as well as medical students. Students navigate a hierarchy of menus and submenus to select different pieces of information which are each available at a cost. This form of task structure and subtask boundaries would be expected to elicit different levels of cognitive engagement as students explore and seek out relevant information [25]. The use of IMMEX software has been scientifically shown to have significant positive effects on students’ understanding of science content as well as the process of scientific investigation [26]. By integrating our multimedia simulations into a unique web-based learning platform for modeling strategic thinking and problem solving, IMMEX is able to help teachers.

3. INTERACTIVE TASKS: Through an adaptive approach, with visual indication of the course of performing the task, students are enabled to learn the procedures for solving tasks from various fields and of various complexity levels. The very applications are created in the well-known software package for creation of multimedia content Adobe Flash CS4. Students’ interactivity with this type of applications was achieved with the use of graphic symbols (different types of buttons) and specific colors. Realized interactive tasks [27] differ in: (1) The way of giving answers, (2) Visual guidance during the task execution, (3) The level of complexity. Interactive tasks will not allow advancing to the next level of solving unless the student previously fills or selects interactive fields in the previous level accurately. From the pedagogical aspect, these applications stimulate students to make conclusions on the accuracy of achieved steps in solving of the entire task on their own. In this interesting way, through self-revealing students acquire the needed knowledge quantity and thus carry out the learning process without tutor’s intervention or previous knowledge, through random guessing.

By combining characteristics of these three types of educational applications, we have created a model learning environment (Fig. 2.2) that will be acceptable for implementation of teaching units in the course Computer Science, on one side, and for previously analyzed type of students, on the other side. In order to increase the engagement and interest of students for this type of teaching material, we included game characteristics in this environment. Thus the game concept should be based on two components: (a) learners must get the course information through its interpretation in the game world; (b) learners must see the result of this algorithm in a game context. Also, besides placing a game interface into learning environment we have also applied basic game elements, such as: result, time and difficulty levels. These new modules, which include game elements, represent research multimedia learning applications and are intended for Computer engineering students. These new learning environments, which include game elements, represent research multimedia learning applications and are intended for Net-generation students, we named game-based modules (GBMs).
2.4.1 Implementation of GBMs

The basic terms that explain the principle of operations functioning are reached by selecting the Help option in modules. When a student starts learning with the use of the game or faces a difficulty during solving a task generated by the application, Help serves to accelerate finding the right solution. This means that formulation of definitions and theorems within Help is the key moment in designing the entire application. The purpose of learning through the game is to enable students to learn the rules and check them in practice on the example of all unary operations. Multiple repetition of tasks with performing the same operation increases the probability of learning characteristics and use of particular operation. Quality evaluation whether an operation is acquired or not is performed through visual indication of the number of successful and unsuccessful tasks (score) with the same operation, and comparison with preset criteria. The model of the e-learning system GBMs is shown in Fig. 2.3.

2.4.1.1 Z-Buffer Module

The possibility of visual representation of the task solving method for rehearsing material in the course Computer Graphics enabled their implementation in the
form of game-based module. The game has been designed to help students learn basic terms referring to the principle of the Z-buffer algorithm operations and practically apply them, through solving given examples with randomly generated content of buffer registers. This GBMs contains interactive tasks implemented in the graphic environment, which directly associates with the field of the application use.

By using advantages of the concept map technique, on the course in Computer Graphics we created a concept map for the teaching unit Z-buffer, with the aim to reduce the items presented in this unit to main concepts and to connect them in the simplest possible way. Having in mind the terms students should learn in order to successfully acquire knowledge about the Z-buffer algorithm functioning and thus have the needed knowledge for the exam, prior to creation of the conceptual map we marked this as the needed knowledge (Fig. 2.4).

Starting from the theoretical basis of this algorithm functioning, its integral parts (sub-concepts), without which the algorithm cannot function, are the concepts it contains—Z-buffer memory, Screen buffer memory and Scanning line. Every memory type (including the two mentioned) consists of a series of buffer registers containing a series of bits. This type of algorithm uses a 16-bit buffer, and the content of bits depends on the functioning principle of two types of tests, which are key sub-concepts of this teaching unit. In case that a Depth test is used for determining the depth of the observed polygons in relation to the observer, the test results are placed in the buffer register bits. On the other hand, results of the Color tests are also put into the buffer register as a series of 16 various bit values. As shown on the conceptual map, the basis of this algorithm functioning is determining the bit value content (1 or 0). Determining the bit that is active and whose content is to be filled determines the scanning line position in the algorithm.
Having in mind the concepts a student should learn, the student should connect these concepts through GBMs and successfully solve the given tasks. The tasks are given as a part of the game, and in the role of players students are motivated to solve them in order to advance in the game. Since two main concepts are given in the concept map (the depth and color test concepts), which are to be learned by students through this module, we presented them as two levels with different solving difficulty. Skill-based learning as a part of the micro game cycle completely fits into levels within the game. Many learning characteristics can occur during the game when the player attempts to go from one level to another. Adding time as a game element that contributes to the player’s better ranking in the game also results in an increase of knowledge and improvement of the skills acquired through easier levels.

With the use of techniques for the first class innovative testing select/recognize [28], we came to the idea that answers in the GBMs can be given as a series of image fields on which a student should click. Since the buffer we use in the Z-buffer algorithm uses 16 bits, the task of this module is to determine the value of each bit, i.e. contents of the registry in various situations presented in the interactive task. The correct answer to fill the content of one bit is one of the proposed answers presented to students in the form of squares to be selected [29]. These squares, i.e. offered answers, are presented in two ways. In the level 1 of the module answers are offered in the form of a 13-square column (type 1). When certain square is selected in the scanning line (which shows the current active field in the task), the square falls down and fills the content of the active bit in the buffer. Answers in the level 2 are also offered as an array, but in the form of a five-square row (type 2). This row with offered answers is not constantly visible, but is
shown only when the given bit is selected as a sub-menu in the menu list. The task at this game level is to determine the color in the screen buffer by determining the resulting color in each individual bit. The resulting color should be the result of overlapping of two or three pixel colors as parts of overlapping polygons in the given scanning line.

2.4.1.2 Module ArhiCOMP

The teaching unit “Unary logical operations” is aimed at teaching students about the way of performing logical operations at the level of registers in the computer system, through comparing the register binary contents before and after performing of the given operation. When it comes to operations for moving to the left or right, what is illustrated is the way of hardware implementation of the arithmetic operations division or multiplication with a degree of number 2. If students want to know how to apply an unary logical operation, i.e. if they want to know the register contents after the applied logical operation, they have to know basic rules of the binary digit system and rules referring to unary logical operations, such as the rule for logical shift to the right. Acquisition of basic terms is facilitated with the use of appropriate graphic representations, which presents the contents of the accumulator register in the arithmetic-logical unit before and after the shift operation. The arrows show the moving direction and new positions of bit in the register, as well as the contents of Carry flag in the condition register. Good knowledge of the set of rules from the field of unary logical operations is a precondition for future successful acquisition of knowledge in other fields within the course Computer Architecture and Organization or related courses in higher years of studies.

Starting from the fact that a well designed visual environment can attract the attention of students and motivate them to spend more time solving tasks within the educational game, special attention was paid to selection of the background, which in this case consists of various forms of binary statements presented in bright colors with effects of brightness, transparency and reflection, characteristic for new “fancy” technologies. To make working in the application more interesting, components in the game are not fixed but can move on the screen independently, which gives students comfort in the process of task solving. Moving and overlapping of components such as registers enables easier defining of their contents when a complex operation is applied. The task of the game is to determine the contents of Register 2 (which represents Register 1 immediately after the selected operation) in relation to contents of Register 1, which are randomly generated and appear after selection of the unary operation, together with the task text. When the student selects a bit in Register 2, the falling menu enables entering of the particular bit in the virtual register through selection of one of the options 0 or 1. Text of the task constantly changes on the basis of randomly selected values presented in the very text. Attempts to solve the task with the same text once again are reduced to a minimum. Observed from the pedagogical side, the repeated task solving prevents mechanical solving, but stimulates students to show the real level of acquired
knowledge through previous problem solving. The basic terms that explain the principle of logical operation functioning are reached by selecting the Help option in the game (Fig. 2.5). When a student starts learning with the use of the game or faces a difficulty during solving a task generated by the application, Help serves to accelerate finding the right solution. This means that formulation of definitions and theorems within Help is the key moment in designing the entire application.

2.5 Student Modelling in E-Learning System GBMs

In tutoring systems, students can learn new concepts and recognize the relationships between the previously learned and new concepts. This knowledge is represented as a conceptual map in the GBMs system. Hwang [30] introduced the “Concept Effect Graphs” where the subject materials can be viewed as a tree diagram comprising chapters, sections, sub-sections and key concepts to be learned. In order to obtain maximum benefits from the material, the teacher must perform a very difficult task referring to the use of conceptual maps in the realization of the teaching units. In the process of designing and creating the teaching units a lecturer may find concept maps very useful. Global “macro maps” can also be made, showing the main ideas we want to present during the entire course, or specific “micro maps”, showing the structure of knowledge for specific fields. The concept maps are graphic tools for organizing and presenting the knowledge base.

The conceptual map approach offers an overall cognition of the subject contents. The diagnosis process can be easily implemented through this approach. If a student fails to learn the concept “sub-concept 1/level 1”, it is possible that the student did not learn the concept “sub-concept 2/level 2”. Therefore, the system suggests that the student needs to study the sub-concept 2 again. For this reason, the GBMs knowledge base of the must show the relationships between concepts. To do this, a conceptual map-based notation is proposed. Let us suppose that C_i and C_j are two concepts and if the concept C_i is a prerequisite for the concept C_j then the concept-effect relationship C_i → C_j exists.
The repository of knowledge stored in the knowledge base of the GBMs is structured as follows: a set of sub-concepts that represent atomic content teaching unit parts—concepts, a concept map that describes the interdependence between the sub-concepts. Each sub-concept is composed as a module including interactive tasks as game levels. Bearing in mind that the GBMs have interactive tasks implemented as multi-level problem solving, we have also shown the model for evaluating the knowledge necessary for upgrading to the next level, as shown in Fig. 2.6. To assess a student’s knowledge level needed for the next game level in the GBMs, we have developed an intelligent agent model for the knowledge level assessment. By means of the intelligent agent model we have managed to assess a student’s knowledge at the current game level, which has provided us with the basis upon which it is possible to decide if a student should move to the next level of learning or if he should stay at the same level.

### 2.5.1 Pedagogical Agent and System

The student is introduced to the set of all realized GBMs through the Internet portal “e-Learn_CSourses”. The GBMs represent separate concepts that are being loaded on to the portal. Every module contains two or more separate files loaded within the module. The files represent the external swf files, while each one of them comprises a sub-concept within the module. Upon a student’s registration and logging on to the portal, the Internet browser shows the Flash-supported
environment as well as the possibility of choosing a pre-defined teaching units list. When a student chooses a certain teaching unit an adequate module based on the chosen unit appears on the portal shell. Afterwards the portal itself guides the student through other teaching units, loading the external swf files until it finishes displaying the associated sub-concepts in the knowledge domain. Up to this point the student is guided by the portal without being able to choose the files which are to be loaded on to the shell.

A teacher defines in advance the order in which the file within the GBMs is loaded, as well as the modules within the portal shell. In the process of creating the order of presentation the teacher divides the course into sets of teaching units. Afterwards, these are causally connected, thus creating the knowledge domain. Subsequently, the teacher ranks them according to their difficulty and complexity. The unit which does not require the knowledge of other units becomes a candidate for the easiest level and it is displayed on the list students can choose by themselves. The units at the more difficult levels are ranked according to their complexity and they are themselves loaded on to the portal. Upon finishing the ranking of units or concepts the same rule applies to ranking sub-concepts within the concepts. The example of sorted Computer Science course concepts can be seen in Table 2.1.

Since in the process of learning a student needs to show adequate knowledge about a specific concept or sub-concept, the next step in the assessment of causal relationships relating to the domain is to determine the student’s knowledge necessary for the transition to the next concept, i.e. to the module itself or some of the game levels within the module. On the portal this task is performed by a pedagogical agent. The pedagogical agent assesses a student’s current level of knowledge in the system and on the basis of this assessment it loads external databases into the system. Within the system the agent is never revealed to the student nor does the student know that the agent is being used by the system.

<table>
<thead>
<tr>
<th>Concepts</th>
<th>Sub-concepts</th>
<th>Complexity</th>
<th>Precondition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Data representation</td>
<td></td>
<td>1</td>
<td>No</td>
</tr>
<tr>
<td>Computer organization</td>
<td></td>
<td>1</td>
<td>No</td>
</tr>
<tr>
<td>Binary arithmetic</td>
<td>Add</td>
<td>1</td>
<td>No</td>
</tr>
<tr>
<td></td>
<td>Subtract</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Multiply</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Divide</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Operation on bits</td>
<td>Unary logical operations</td>
<td>2</td>
<td>Binary arithmetic</td>
</tr>
<tr>
<td></td>
<td>Binary logical operators</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Data manipulation</td>
<td></td>
<td>2</td>
<td>Computer organization</td>
</tr>
<tr>
<td>Machine language programming</td>
<td></td>
<td>3</td>
<td>Data manipulation</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Computer organization</td>
</tr>
<tr>
<td>Display systems</td>
<td></td>
<td>1</td>
<td>No</td>
</tr>
<tr>
<td>Z-buffer algorithm</td>
<td>Depth test</td>
<td>2</td>
<td>Display systems</td>
</tr>
<tr>
<td></td>
<td>Color test</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Related modules are loaded independently and students do not decide upon the loading order. It is done by the agent on the basis of a conceptual map given by the teacher as well as on the basis of the knowledge assessment model.

While using the loaded module, on the basis of a student’s logging on to the portal the data on his interaction with the modules are stored in the system database. Upon finishing the module game level the pedagogical agent receives the information about a student’s interaction with the system and then by means of a simple “if-then” rule reaches the decision to let the student move to the next game level in the same or different module (thus loading another module on to the shell). The fuzzy rules are interpreted as:

\[
\text{if } (P(X) > = \text{necessary KNOWLEDGE}) \text{ then } (\text{SHELL} = \text{next LEVEL})
\]

\[
\text{else } (\text{SHELL} = \text{current LEVEL})
\]

If the agent decides that a student does not possess sufficient knowledge to move to the next level (sub-concept), the agent does not load the next level (sub-concept) within the same module (concept), but forces the student to return to the same level. The teacher determines the level of knowledge—\(P(X)\)—that the student needs to master on the basis of the analysis of the connection between the concepts in the knowledge domain. However, the question is how to calculate the current student’s knowledge in the GBMs system? The answer to this question lies in the pedagogical model for calculating the current level of a student’s knowledge which is used by the agent to display the module on the portal.

2.5.2 Designing Intelligent Agent Model

One of the most common solutions for the student diagnosis in ITS is testing. Generally speaking, test-based diagnosis systems use heuristic solutions to infer students’ knowledge. In contrast, Computerized Adaptive Testing (CAT) is a well-founded technique, which uses a psychometric theory called Item Response Theory (IRT) [31]. The IRT supplies several methods to estimate students’ knowledge. All of them calculate a probability distribution curve \(P(\theta|u)\), where \(u = u_1, u_2, \ldots, u_n\) is the vector of items administered to students. When applied to adaptive testing, the knowledge estimation is accomplished every time the student answers each item posed, obtaining a temporal estimation. The distribution obtained after posing the last item of the test becomes the final student knowledge estimation. One of the most popular estimation methods is the Bayesian method [32]. It applies the Bayes theorem to calculate students’ knowledge distribution after the posing an item \(i\).

The students’ knowledge level in an adaptive hypermedia application [33] is measured by using the answers to the questions previously presented to the student. The decision whether a student has solved the task presented in our proposed intelligent agent model is made on the basis of a formula which, aside from the
correct answers, includes two additional parameters (time and the number of used Help options [34]).

In the ITS approach [35], user model content variables are used for keeping records on user interaction with the ITS and for adjusting the content presentation to the user profile. These learning style variables are a part of the Bayesian Network—BN for drawing conclusions about the student. There is a list of variables for each topic: spent time, topic depth level, wrong answers and correct answers. The variables relevant to deciding on students’ knowledge in the GBMs system also include spent time and correct answers. However, the time needed for solving the tasks within our approach is divided into: (1) time used to read contents of the Help window and (2) time needed for giving the answers when the Help windows were not used.

The idea of the Neuro-Fuzzy Reasoner (NFR) system was the initial inspiration to create the model for students’ knowledge diagnosis in a game-based learning system. The NFR system is relatively simple, supports creation of high-level pedagogical strategies, and can be easily adapted to individual teacher’s preferences. The NFR model for student classification is based on test results and the time needed to complete the test. Modification of the NFR system parameters is made by adding a new parameter—time needed for reading the contents of the Help window. The learning model we have used in this education game is based on the operation principle of the NFR presented by Sevarac in his work [36]. The intelligent agent model has been extended with one more input variable—the Help window, because this component has been used by students in the educational game to a great extent. The initial model which we started with and which we used in the module N was based on the NFR.

Since the initial model had not produced the expected results, we applied the new model for knowledge level estimation which used the coefficients as variable values. The rule for determining the percentage of knowledge applies basic arithmetical operations to input parameters of the model. The significance of the input values for final knowledge estimation is determined on the basis of empirical coefficient values, given by the teacher. The knowledge level that student possesses after playing the education game is given by the following formula [37]:

\[
P_i(X = \text{Mastered}) = \left( a \times \frac{A_i}{N} - h \times \frac{H_i}{N} - t \times \frac{t_a \cdot (A_i - H_i) - t_h \cdot H_i}{T_{\text{max}}} \right) \times 100
\]

(2.1)

where

- \( a \), \( h \) and \( t \) are coefficients that should be estimated,
- \( A_i \) Number of correct answers of \( i \)-th student,
- \( H_i \) Number of opened help windows of \( i \)-th student,
- \( t_a \) Average time a student needs to give an answer without using help window,
- \( t_h \) Average time a student needs to give an answer when using help window,
- \( N \) Total number of answers,
- \( T_{\text{max}} \) Maximum duration of the game.
The values of coefficients: \(a\), \(h\) and \(t\) can have a range from 0 to 1. The first part of the formula has the most significant role in calculating a student’s final knowledge level, since it uses the number of correct answers—\(A_i\). The second important part for knowledge estimation is the second part of the formula, which represents the number of used Help windows during the game—\(H_i\). This part of the formula has the negative sign, since it decreases the probability of the final knowledge level. The part of the formula which depends upon time has the least importance for knowledge calculation. When a student uses the Help window, the time needed for giving an answer increases, which results in reduction of the student’s total knowledge.

The basic terms of knowledge that a student has to present on a test are written in the help windows in the game. When a student starts learning by using the game or faces a difficulty during solving a task generated by the application, the Help window serves to accelerate finding the right solution related to a particular task. This means that an appropriate formulation of definitions and theorems within the Help window is the key moment in designing the entire application. There is a need to optimize the maximal duration of the game \(T_{\text{max}}\). We have selected the approach to limit \(T_{\text{max}}\) by setting \(T_{\text{max}} \geq N_{\text{th}}\). This admission is based on the assumption that when a student does not know the answer to a single question, he will use the Help window for each, namely \(N_{\text{th}}\). The inequality in relation is set, because there is some additional time provided for a student to decide if he will use the Help window, (if he is not sure enough that he has a correct answer). If a student thinks that he has the correct answer to the query, he will provide an answer in shorter time \(t_a\) and estimated knowledge level will be higher according to the Eq. (2.1).

Based on teachers’ estimation, the values referring to the significance of coefficients in the given formula are estimated as:

- \(a = 0.50\),
- \(h = 0.35\),
- \(t = 0.15\).

where the sum coefficients must be 1. Through repeated comparison of the results obtained through classical paper test and results obtained through a computer game by using the estimation of the knowledge level with the new model (Eq. (2.1) and empirical coefficients) we have come to very encouraging results. With the use of the new model we have managed to reduce the error in estimating the students’ knowledge level by 20 \%. The new error value is 29.97 \% \((e = 0.3)\) and it is reached by means of the above given formula and the empirical coefficient values.

The goal of the intelligent agent model is to estimate the knowledge of students as sufficient enough to let them pass the current level of module (sub-concepts) and go to the next one. Another goal is to compare and narrow the difference between the results obtained through playing a game and results obtained through classical examination methods. The results of classical examinations are graded into three groups: bad, good and excellent. Thus, we have graded the results obtained through using intelligent agent model in the same manner. The output of the model
estimates students’ knowledge sorted into three grades: bad (P(X) ≤ 45), good (45 < P(X) < 85) and excellent (P(X) ≥ 85). In our experiments we have obtained results through classical paper-based tests that deviate a lot from the results obtained through playing a computer game. For example, some students passed the classical examination test with the highest scores (P(X) = 100) but they answered less than 3 out of 8 level tasks in playing the game during maximum time of game duration. Or quite the contrary—some students achieved very bad results in classical examination tests (P(X) = 0) and they answered correctly to more than 5 out of 8 level tasks in playing the game.

The selection of optimal coefficients is performed by using algorithm for minimizing the root mean square (RMS) error [shown at Eq. (2.2)] between the classical test results of students and the result of estimation model calculated by the Eq. (2.1):

$$a_{opt}, h_{opt}, t_{opt} = \min_{\{a,h,t\} \in [0,1]} \sqrt{\frac{1}{N} \sum_{i=1}^{N} (R_i^{\text{classic}} - R_i^{\text{est}})^2}$$ (2.2)

where $R_i^{\text{classic}}$ is result of $i$th student obtained by classical paper-based examination and $R_i^{\text{est}}$ is result of $i$-th student estimated by intelligent agent model. The C++ like code of algorithm implemented [38] is given in Fig. 2.7. At the output of this algorithm the optimal values of $a$, $h$ and $t$ are calculated according to RMS rule.

```
minError = 1000;
for(a=0; a<=1; a+=0.01){
    for(h=0; h<=1; h+=0.01){
        for(t=0; t<=1; t+=0.01) {
            ErrSum = 0;
            for (nStud=0; nStud<NSt; nStud++){
                Rest = (a*A[i]/N - h*H[i]/N - t*Ttot[i])*100;
                if (Rest > 85) Rest = 100;
                else if (Rest >= 45 && Rest < 85) Rest = 50;
                else Rest = 0;
                ErrSum +=(Rest - Rclassic[i])*(Rest - Rclassic[i]);
            }
            Err = sqrt(ErrSum/NSt);
            if (Err < minError){
                aopt=a; hopt=h; topt=t;
            }
        }
    }
}
```

Fig. 2.7 C++ like code for calculation of optimal coefficients
The similar results may be obtained if other error criteria (like minimum average absolute error, maximal absolute error, etc.) are selected. The values of coefficients $a$, $h$ and $t$ calculated by the Eq. (2.2) are 0.55, 0.30 and 0.15. This leads to the error of 25.35% ($\varepsilon = 0.25$). This is the main reason why the error of intelligent agent model estimation is even lesser.

### 2.6 Evaluation Results and Discussion

Modeling students’ knowledge in educational games involves a high level of uncertainty. For this reason, the presented agent model could be applied through the pedagogical agent to game-based e-learning systems as a student knowledge diagnosis engine. Game-based learning represents one kind of software applications that uses games for the purpose of learning or education. The aim of such an application is to help the students understand the topics by visual representations of pertinent processes. In our evaluation we were interested in studying two factors:

- the search for the best coefficient values to make the model as precise as possible,
- how well the students learn the concepts from the GBMs environments.

Within our first study, we have analyzed the results achieved for each sub-concept through the classical paper-based test by the students who used the modules of our portal for the purpose of studying. The results of this test were collected in order to be compared with the results of students’ knowledge obtained by means of intelligent agent model while playing the GBMs. The parameters were recorded during the playing modules of 71 students. The analysis has taken into consideration only the group of 50 students who used the modules in a time span lesser than maximum time allotted $T_{\text{max}}$. Also, this group did not include the results of the students who did not use the Help option while using the module itself. The reason for neglecting the Help option is the fact that the students who already had the knowledge about the given concepts used the module simply to practice what they had already mastered.

On the other hand, there are the students who wanted to finish the task in the module in the shortest possible time disregarding the potential inaccuracy of the given answers and thus ignoring the possibility of using the Help option. In order to calculate a student’s knowledge by means of formula (2.1), the intelligent agent model in this study uses the following optimal values calculated by the Eq. (2.2): $a = 0.62$, $h = 0.25$ and $t = 0.13$. The mistake made by the agent model compared to the results of classical examinations on a paper test was very small $\varepsilon = 0.18$, as shown Fig. 2.8.

On the basis of the represented optimal values for the coefficients in this study the pedagogical agent has created the following relations in the knowledge
assessment: the knowledge of 9 students has been equally estimated, the knowledge of 35 students has been underestimated while the knowledge of 15 students has been overestimated. Generally speaking, the results obtained through classical paper-based tests are better than values estimated by the agent model. In the intelligent agent model, each of the input parameters is weighted and the main task has been to calculate weighting coefficients in order to match the results estimated in this model to the results obtained through classical paper-based test. By comparing the results with the same set of the archive data, we also came to a conclusion that the values in formula (2.1) are partially sensitive to certain changes. The accuracy of the evaluation stays almost the same if, for example, we change the value of the rate $t$ from 0.10 to 0.20 and the value of the rate $h$ from 0.30 to 0.55. Slightly larger sensitivity of evaluation has been noticed while changing the value of the rate $a$. In order to maintain the model accuracy in a student’s knowledge evaluation, the value of the rate $a$ can vary from 0.50 up to 0.75.

Our second study dealt with the efficiency of the use of the GBMs as a supporting tool for preparing the exam questions in the field of the Z-buffer algorithm and the Unary logical operations. The total number of students attending was 183. However, the students that gave the “I don’t know” answer were not taken into consideration in the analysis of the achieved results referring to this exam question. After the exam, we analyzed the results achieved by the students. We investigated the difference in the use of the GBMs between two groups of students, Group A and Group B. The group of students that used the GBMs for the purpose of the exam preparation was marked as Group A, while the other group that did not use the GBMs was marked as Group B. There were 82 students in each group. The exam results achieved by both groups are given in Fig. 2.9.

As shown in Fig. 2.9, Group A achieved better results than Group B. The difference in the number of correct answers is bigger than the difference in the number of incorrect answers. On the basis of these data, we can assume that Group A that used the GBMs was more successful than Group B that did not use the GBMs. To check this assumption we will use the method of statistical hypothesis testing in our research. In statistical research, the starting points are two mutually exclusive, opposite assumptions regarding the testing result—zero ($H_0$) and alternative ($H_a$) hypothesis:
H₀ There is no statistically significant difference in distribution of correct and incorrect answers between Group A and Group B.

H₁ There is statistically significant difference in distribution of correct and incorrect answers between Group A and Group B, and it is not accidental.

To determine whether the differences we observed within the comparative table are statistically significant (whether the distribution of values in rows and columns is independent), we used the $X^2$ test (Pearson Chi Square). The following values were obtained: $X^2 = 1.03$, df = 1, $p = 0.310$. From the Chi Square distribution table we read $X^2$ values for the selected significance level and the corresponding number of the freedom level. The corresponding probability $X^2 (\alpha)$ is 0.455. Since $X^2 < X^2 (\alpha)$ we automatically accepted the alternative hypothesis as the truth and concluded: the difference is statistically significant and it probably occurred under the influence of the experimental factor, which is in our case the GBMs. We have thus justified the use of the GBMs as a significant factor in the learning process.

The presented results and conclusions drawn in this chapter attach considerable significance to the use of the GBMs in the fields that are abstract and difficult to understand, especially if we bear in mind that Net-generation students are not quite interested in the classic manner of learning. In that sense, the GBMs can represent good teaching material for other technical science courses as well.

Although we have done a lot of research on the intelligent agent model developed and used in the adaptive game-based learning, as well as virtual learning environment, our survey is not complete. A more thorough survey of the current trends in the applicability of knowledge management to e-learning system such as Moodle needs to be done. In the future we plan to create many GBMs for other units of Computer Science course and implement Moodle platform as classroom resources. In Moodle, any resource may be hidden by selecting option Hide from teacher. We have tried to develop Moodle plug-in based on the intelligent agent model which would automatically show the modules on grounds of estimated knowledge. The amount of knowledge $P(X)$ necessary for students to reach the next module should be determined by the teacher. A large amount of data is to be gathered to find the optimal coefficients for the proposed model.
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