Compilers for high-level programming languages are software systems which are both large and complex. Nonetheless, they have particular characteristics that differentiate them from the majority of other software systems.

Their functionality is (almost) completely well-defined. Ideally, there exist completely formal, or at least rather precise, specifications of the source and target languages. Often additional specifications of the interfaces to the operating system, to programming environments, and to other compilers and libraries are available.

The compilation task can be naturally divided into subtasks. This subdivision results in a modular structure, which, by the way, also leads to a canonical structure of the common compiler design books.

Already in the Fifties it was recognized that the implementation of application systems directly in machine language is both difficult and error-prone, leading to programs that become obsolete as quickly as the computers they were developed for. With the development of higher level machine independent programming languages came the need to offer compilers that are able to translate programs of such programming languages into machine language.

Given this basic challenge, the different subtasks of compilation have been the subject of intensive research since the Fifties. For the subtask of syntactic analysis of programs, concepts from formal language and automata theory, such as regular languages, finite automata, context-free grammars, and pushdown automata were borrowed and were further developed in view of the particular use. The theoretical foundation of the problem was so well-developed that the realization of the needed components for the syntax analysis could be (almost) completely automated: instead of being implemented by hand these components are mainly generated from specifications, in this case context-free grammars. Such automatic generation is also the aim for other components of compilers, although is has not always been achieved yet.

This book is not intended to be a cookbook for compilers. Thus, one will not find recipes like: “To build a compiler of source language X into machine language Y, take ... “. Our presentation instead reflects the special characteristics of compiler design, specially the existence of precise specifications of the subtasks. We invest
some effort to understand these precisely and to provide adequate concepts for their systematic treatment. Ideally, those concepts can build the foundation of a process of automatic generation.

This book is intended for students of Informatics. Knowledge of at least one imperative programming language is assumed. For the chapters on the translation of functional and logic programming languages it is certainly helpful to know a modern functional language and the basic concepts of the logic language PROLOG. On the other hand, these chapters can help to achieve a more profound understanding of such programming languages.

**Structure of This Book**

For the new edition of the book Wilhelm/Maurer: *Compiler Design*, we decided to divide the contents in multiple volumes. This first volume describes what a compiler does: thus, what correspondence it establishes between a source and a target program. To achieve this, for each of an imperative, functional, logic, and object-oriented programming language, a suitable virtual machine (called abstract machine in previous editions) is specified, and the compilation of programs of each source language into the language of the corresponding virtual machine is presented in detail.

The virtual machines of the previous edition have been fully revised and modernized with the aim of simplifying the translation schemes and, if necessary, to complete them. Compared to before, the various chosen architectures and instruction sets have been made more uniform to clearly highlight the similarities, as well as the differences, of the language concepts. Perhaps the most obvious, if not the most important, feature that readers of earlier editions will easily recognize is that the stack of virtual machines are growing upwards and no longer from top to bottom.

Fragments of real programming languages have been used in all example programming languages. As the imperative source language, the programming language PASCAL has been replaced with C – a choice for a more realistic approach. A subset of C++ serves again as object-oriented language. Compared to the presentation of the second edition, however, a detailed discussion of multiple inheritance has been omitted.

In this book, the starting point of the translations of imperative, functional, logic, and object-oriented programs is always a structured internal representation of the source program, for which already simple additional information, such as scope of variables or type information has been added. Later we will call such an analyzed source program an annotated abstract syntax of the program.

In the subsequent volumes, the how of the compilation process will be described. There, we deal with the question of how to divide the compilation process into a sequence of phases: which tasks each individual phase has to cover, which techniques are used in them, how to describe formally what they do, and how, perhaps, a compiler module can be automatically created out of such a specification.
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