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Abstract  For the development of interdisciplinary technical systems such as CPS, systemic approaches which stringently summarize the logic of development are currently available. These approaches are suitable to support the complexity of both the CPS as well as the related developmental processes. However, these development methods are relatively generic. An adaptation or a tailoring to specific conditions of both the products under consideration as well as the development of boundary conditions is absolutely necessary to use them effectively and efficiently. For the development of CPS also a variety of IT tools which effectively support the product development but only if they are well coordinated with the corresponding processes, are already available. If the interfaces are described sufficiently and comprehensively, and the data characteristics of the results of the various development activities are taken into account, media discontinuities can be reduced. The major challenge in the development of complex technical systems is the overall system analysis and the system integration. To this end, modern methods such as model-based engineering in general and model-based Systems Engineering in specific, provide powerful approaches that must be applied and adjusted for the purposes of the product and process characteristics. This adjustment process to product development and the integration of MBSE approaches into the IT-structures may be seen as the main challenges for the future.
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2.1 Introduction

Developing Cyber Physical Systems (CPS) whose functionality is caused by strong interactions between physical and computational components (Sztipanovits 2007), pose major challenges to the development and especially the design of development
processes. CPS include solution approaches from various engineering fields such as mechanics, electrical engineering, computer science, control engineering but also thermodynamics or materials engineering. The system behaviour can ultimately no longer be derived just as a sum of individual partial functions. Instead, synergies can be skimmed off by the diverse interactions of sub-functions. This product characteristic results in a number of challenges for both the process itself as well as the methods and tools used in the development process.

Processes in general as well as product development processes in particular can be understood as a series of interrelated activities that give rise to a valuable result for the company (Hammer 2001). For product development, these activities can be specified as that they include all operations, from the product idea to the start of production (as Ehrlenspiel and Meerkamm 2013). Development processes are also characterized by a certain uniqueness. It is not necessarily the aim of achieving an always equal result but rather finding a customized solution to specific customer requirements and operating conditions, which is characterized by a high level of functionality at an equivalent quality. This leads to a paradox: in a company is never expected the same exact result of a development process is never expected twice, which is associated with the fact that the development processes are different in each case. Nevertheless, not only for reasons of efficiency and effectiveness it requires clear procedures in the design of the development processes which are connected to a standardization of these. In addition, development processes are distinguished by a high degree of innovation and creativity (Kline 1995), which again the mentioned paradox supports.

Basically, product development processes can be characterized by the following four characteristics (see Fig. 2.1):

- Data and information about products in general and to CPS in particular arise only in the context of development. In order to still be able to work

Fig. 2.1 Characteristics of the product development processes
result-oriented, it is common practice to make assumptions first which need to be concretized and evaluated in the later stages. Development processes are in accordance with the fact that there must be dealt with uncertain and incomplete data and information (Freisleben and Schabacker 2002) that become reality just in the course of development.

- The development of CPSs is highly interdisciplinary. Therefore, the different domains need to cooperate closely in all stages of the development. The challenge is that in the different domains, different models are used for the development of (Horvath and Gerritsen 2012), which in turn differ from the model approaches of system integration. The models describe the same technical system with different perspectives on it, what leads to a high variance in the information content of models.

- In terms of a concurrent engineering, developments in the individual departments run parallel. For the domain-specific development, data and information from other departments are required in general. This requires individual activities and tailored interface management to ensure that the data and information are available with sufficient quality at any stage of development.

- Development processes consist of a permanent exchange between analysis and synthesis. Data and information which are defined as part of the synthesis, need to be investigated and assessed by appropriate analytical steps regarding the fulfilment of requirements, which in turn may lead to corrections if there is the need. This is connected to the thought, that the characteristics of data for synthesis and analysis can be distinguished (Weber 2005).

The development processes of complex technical systems as CPSs thus require complex processes to secure the expectations in terms of functionality and quality. Such properties result in the fact that iterations are essential during the development. Concurrency of activities and the strong links between these individual activities through data and information exchange lead to pronounced nonlinearities in the development processes. These nonlinearities are only accessible through a detailed view of the data and information flows within the development but need to be taken into account in the design of processes.

In defining of development processes in companies, at least the corporate knowledge is manifested in the designed technical systems. The approach in the development is the result of an evolutionary process which does not only take the product of evolution into account but also effects the “Lessons Learned” or historical data and information. Reversed, development processes will be anchored in the definition of departments, team structures and responsibilities, which are in turn the basis for associate -processes such as release decisions or the actual project execution. Furthermore, emerge from the descriptions of the development process for CPS data and information requirements for each activity that must be ultimately provided and managed by the available IT infrastructure.

Process models for development are therefore not only used to represent the inherent logic in the development but also serve as basis for the design of the organizational and operational structure in the development departments and the
design of the IT environment in enterprises. They also form the basis for associated processes such as risk management, change management, or the verification and validation management, which are often implemented as part of the division of labour as independent tasks of product development. Therefore, models for the description of the development process have to be considered at three levels also. Generic process models which reflect the logic of development, proved to be just little helpful for the practices of process design and optimization, because they are coarsely granular. It requires a context-specific refinement and adaptation of process models to the specific conditions in the company, to the market or the industry and, ultimately, to support the development in terms of workflow processes. In order to achieve this aim, the data and information flows are analysed within the development to link targeted activities with each other. This relatively fine-grained level of process description appears necessary to assess uncertainties due to incomplete and uncertain data, in order to increase the product maturity with the initiated activities and thus to avoid unnecessary iterations. Processes on such a fine-granular level are mainly characterized by detailed interface descriptions which have to take three aspects into account:

- Procedural interfaces result from the logical sequence of development steps which contribute to the increase of product maturity;
- Organizational interfaces define responsibilities for process steps or release mechanisms, and thereby support the quality assurance during the development;
- Formal interfaces link the IT tools which are used during the development in order to secure consistent data and information flows.

A closer look at these three levels of process description, the underlying models and the methods and approaches to each process support will be taken in the following subsection.

### 2.2 Generic Procedures for the Development of Interdisciplinary Products

Cyber Physical Systems are not only distinguished by the wide range of functions but also by the strong interlinkage between those functions. This distinction guarantees the variability in the response of the system in different states respectively its flexibility and robustness of the systems behavior. Such complex systems require adequate procedures in development. Systemic approaches will be used to make the strong dependences between systems design and process design explicit.

Haberfellner et al. (Haberfellner et al. 2015) recommend to organize the processes based on models for the system description, which map again both functional and structural aspects of the system being to designed (Fig. 2.2). Such holistic approach forms the basis of today’s popular procedural models. System development itself is based on defined requirements of the overall system, which are
successively decomposed to smaller units, where solution approaches are needed (from rough to detail). This approach in a phase structure (macro logic) with the basic steps planning, designing, and finishing of the results (e.g. Pahl and Beitz 2007). This phase structure in turn needs to be put in concrete terms, which depend on the system structure and the area of expertise, in which the development takes place.

Within these process models, the main task of the development is to seek for solutions and to check them with regard to the requested performance. This problem-solving process (micro logic) (Ehrlenspiel and Meerkamm 2013) manifests itself in a permanent alternation of synthesis and analysis and can be deduced from typical approaches to problem solving of individuals.

Individuals as developers need methodological support in the development from two perspectives: on the one hand, methods for system design and to control the system’s complexity are needed and on the other hand, methods for process support and coordination of the development tasks are required. Both perspectives are explained briefly below.

### 2.2.1 Micro-logic in Development

The micro-logic in the development describes the operations at the level of concrete project work (Gausemeier et al. 2004) and supports the systematic processing for solving partial of problems within individual phases of the development process. The basis for this processes are generic procedures of psychology of thinking (Miller et al. 1973).
The problem-solving cycle (according to Ehrlenspiel and Meerkamm 2013) is shown in Fig. 2.3. After defining the roles, the broadest possible solution space is created within the framework of the synthesis which is then analysed and evaluated with respect to the achievement of objectives. Thus, the solution space is always limited. This constant interplay of analysis and synthesis is ultimately one of the reasons for iterations in the development process.

The product life cycle determines some implications for the coordination of data and information flows as well as the tool integration in the development. The individual steps can be associated with categories of methods as it is illustrated in Fig. 2.3. Special attention is given on the methods and tools for synthesis and analysis. The two process steps are interconnected via data and information flows (Fig. 2.4). It is crucial that for each of the two steps different categories of data must be captured.

For this purpose, two categories of data must be distinguished (Weber 2005):

- Characteristics which define the product; they are defined by the developer and thus serve as an adjusting screw to manipulate the properties.
- Features which describe the product behaviour; the properties cannot be influenced directly by the developer.

Exemplary for this mind set is the rough designing and dimensioning in the design. In order to meet the properties’ conditions several components, for instance, part lengths or materials (characteristics) with respect to the strength or weight of the part have to be defined which must fulfil specified functions (features) (Weber 2005).
Input values of the synthesis are properties that are requested by the technical system. Those values it is necessary to find corresponding characteristics. By analysing those values characteristics are examined to determine whether the property’s performance is guaranteed or specified characteristics support the functional performance. Consequently, properties can be divided into target properties, from the customer requirements and actual properties which are the result of a development step.

Which of the various methods is suited best, is on the one hand determined by the objectives of the analysis and on the other hand by the product’s maturity or rather by the developmental progress and its associated data quality respectively the uncertainty regarding the data (Reitmeier 2015). This implies the need to distinguish between product models as a result of the synthesis and analysis models. Result of synthetic steps are product models such as CAD models, prototypes or test setups. During the analysis it is necessary to transform the product models into analysis models in order to make them accessible for calculations, simulations and experiments. Examples of analysis models, such as FE models, Matlab Simulink models or test body illustrate the diversity which needs to be handled. Below both categories are summarised to product artefacts. Such a distinction is necessary to understand for instance breaks in the data and information flow.

The resulting problem solving cycle (Ehrlenspiel and Meerkamm 2013) as approach of process description on the problem-oriented level is therefore non-specific, which means that it is equally suitable for all disciplines. The problem-solving cycle is primarily used to provide situation-specific methods. Resulting instructions have descriptive character. It addresses the question of HOW the solution finding should be done (Lindemann 2007).
2.2.2 Process Models as Macro-logic in Development

Macro-logic in development is described by process models in product development. These process descriptions address the logical and chronological order from the idea to the finished product. These physical issues are relevant for the actual characteristics of the individual activities. This is the best reason why the process model differ quite domain specific. They follow a prescriptive nature and deal with the question of the WHAT within the Process (Lindemann 2007).

Process models, as phase concepts, have a high degree of generality even within the domain. They require a sector-specific adaptation and concretisation for being used as process basis in terms of project management. It is their big advantage, that the development process is divided into manageable sections which partly can be found in the operating structures of the development departments in the company again. The structure is classified in two ways (Lindemann 2007):

- Logical: During development, an abstract situation will be concretized, whereby the data and information base progressively will be completed. Thus, the adaption for the methods which are used for synthesis and analysis is needed.
- Time: The order of the process steps and the details of the data base can therefore be used for project planning.

Process models describe generally how a predefined target system can be transferred to a more or less abstract level in a specific technical system (Negele 1998). Process models vary depending on the technical domain in which solutions for technical systems are being developed, because this solution finding and specification are very strongly influenced by the used physical effects and relationships. Nevertheless, independent of the considered domain, four phases can be identified at a very generic level (Fig. 2.5), which remind of (Pahl and Beitz 2007).

**Planning Phase**: This phase conduce the definition of the task and of the demands on the system to be developed. In addition to the customer or user requirements it is necessary to consider the affecting or limiting constraints from both perspectives, the company’s internal situation as well as from the environment or the use out. The aim of this phase is to prepare all the development factors influencing, so that therefrom parameters for the development itself can be derived. Results besides the requirement specification is the definition of the system purpose and the expected system behaviour.

**Concept phase**: This phase concerns a system decomposition based on the system purpose and the expected system behaviour (Andreasen 1980). The related detailing is accompanied by a permanent exchange between function synthesis and synthesis principle. Function definition and refinement are always associated with the search for fundamental solutions, which can be derived from the use of physical effects. The choice of physical effects in turn influences the further breakdown into sub-functions (Ponn and Lindemann 2011). These partial solutions are assembled to form a working structure, which in turn defines the basic structure of technical systems.
Design phase: The design phase is mainly influenced by the fact that the individual functions and fundamental solutions are specified and refined. Depending on the size and complexity of the technical system to be developed, this design work is carried out in several different teams who then are specialized in the development of individual components.

Integration phase: Since today also in the domain-specific development, a high level on the division of labour can be observed, the integration of the results into an overall system is becoming increasingly important. In this context, both spatial and functional integration take place. Adoptions of the integration adjustments to the partial results or components are made such that the overall system then has the best performance. In and of itself, it does not make sense to consider the system integration as a downstream stage in development. Both in terms of efficiency as well as from a qualitative and functional point of view, a parallel consideration during development is strongly preferred. While this is quasi still immanent in the concept phase, it is challenging especially for further detailing.

Depending on the specific domains, different strengths of effort are required for each stage in development, which results from the physical relationships and the mathematical description associated. While the construction has to rely on the use of geometry and materials for continuous-time descriptions, in development of integrated circuits, e.g., for the description of individual components, discrete event
approaches can be used. As a result, at a certain level the development is automated in circuit design, which is not feasible for mechanical design.

Differences in the specialized domains also arise because for function descriptions there is a cross-domain understanding, but the structure depths in the domains are very different (geometry in engineering, integrated circuits in electronics, source code in software development).

For these reasons, the process models in the specialized domains are correspondingly varied. Fig. 2.6 shows examples of procedures from the domain engineering, electrical engineering and software development. The differentiation of the domains is not only reflected in the structural form but also in individual activities and their designations. A detailed compilation of domain specific process models can be found in (Eigner et al. 2014).

Process models provide first only a sequential series of more or less detailed process steps, following the logic “from the abstract to the concrete”. In the development of this and especially as a result of adaptation to the specifics of different disciplines to the process models has been attempted to consider the general character of development processes. Correspondingly to the structure of the process models three main types can be differentiated. The simplest structure is a sequential approach as “logic-beam”. Partly, this structure is also called waterfall model. Since the need of iterations is well known, this was integrated into the waterfall model (Fig. 2.7a). Exemplary adaptations can be found in the VDI 2221 (VDI 2221 1986), the approach to circuit design according to VDI 2422 (VDI 2422 1994), generally waterfall model of software development (Boehm 1979) but also in the Y-chart to Gajsky-Walker, which takes place in the electronic development (Gajski 1983; Walker and Thomas 1985). In the latter, there are three logic-rays that reflect and merge the three typical ways of looking at an integrated circuit.

By the logic beam is folded over at the level of activities of the draft to a V-model (Fig. 2.7b), one can point out the importance of the property protection for development results. In terms of the function of protection and a high quality product
as by increasing demands in terms of system reliability, verification and validation of technical systems is becoming increasingly important. This type of visualization and implementation supports the way of thinking. V-model approaches can be found in software development (Forsber and Mooz 1991), but especially for the description of the development of complex technical systems as in mechatronics (VDI 2206 2004).

Another structural adjustment is the spiral model (Fig. 2.7c), which is more commonly used in software development (e.g. Boehm 1988). Ultimately, the logic-beam thereby will be “wound”. This form of modelling illustrates not only the paradigm of successive refinement (NASA 1995). The introduction of the quadrants also addresses and integrates the logic of the problem solving cycle with the phases tasks careful synthesizing, analysing, evaluating and deciding that must be passed through to each stage of the procedure. This way of thinking are as the application of agile methods in software development as a basis. In this way of thinking is based e.g. the application of agile methods in software development.

### 2.2.3 Process Models for CPS as an Interdisciplinary Technical System

To explain the procedure for developing CPS as interdisciplinary technical systems, domain-specific approaches are not appropriate. But the logic illustrated with the four phases, needs to be considered due to the inherent systemic view. In considering such interdisciplinary products there are other aspects of importance:

- The complexity of CPS is not based solely on the number of elements (functions and components) but also on the cross-linking diversity. The structural characteristics of individual sub-elements are very heterogeneous, with the result
that interfaces can be partly difficult to detect and to interpret. Emergent system behaviour of CPS can be the result.

- The expected from CPS behaviour is more diverse. This is not simply because the CPS must adequately respond to different environmental conditions, but also to its own system states. New business models, offering services in the context of the CPS and the requirement for an intensive consideration of the product life cycle mean that different stakeholders have different demands on the system behaviour or expect a specially specified behaviour from CPS.

- The division of labour for developing a CPS presents itself much more heterogeneous than in conventional technical systems. Many companies cannot hold the entire technological know-how for the solutions. In some industries, significant shifts in the leading competencies of the company can be observed. Core competencies are no longer alone in the mastery of specific technologies but in system integration. In addition to intensive cooperation with suppliers, components of the shelf (COTS) gain importance. This requires special attention to the problems associated with the product development processes, such as requirements management, risk management or the security management.

For the development of interdisciplinary technical systems like CPS the V-model has been proved as structural approach (Fig. 2.8). This reflects not only the four phases shown in the preceding chapter, but also explicitly address aspects such as property protection and modelling aspects. Thereby, not only the substantiation of the development results is discussed but there are also first indications for the description and analysis of data and information flows given.

For each phase now the areas of responsibility need to be expanded.

![Fig. 2.8 V-model as a fundamental approach to CPS](image)
In the planning phase, it is needed to analyse precisely the stakeholders of the CPS and their goals and expectations on the system behaviour. Since the CPS should adequately react to different situations, the definition of just one system response is not sufficient. Instead, it requires an intensive analysis of possible situations to specify the system behaviour. In addition, there remains a challenge, boundary conditions of the application environment, from the market and the competition, as well as from within the company to identify.

Characteristic for the concept phase is processing from rough to detail (Fig. 2.5). Under this phase it is necessary to substantiate the defined system behaviour by a functional analysis and to complement the logical order with function execution (operations). Structural analysis is the condition for a description of the physical architecture. In this context it is important to clarify how or what features are summarized in terms of subsystems or components. Hereby, considerations as the evolution of technical systems play a major role (Kossiakoff et al. 2010). Only in a few cases, radical new developments take place in product development. In general, it is necessary to consider incremental innovations. The physical architecture is then more or less given and serves as a basis for development. Product and variant management in the company are also influencing. This not only defines the product structure by the stored modularisation strategies. Finally, the physical architecture is characterized by the company’s knowledge in development and by providing access to technologies. Linked to this is also the organizational assignment of development tasks to individual development teams in the specialized domains. Figure 2.9 summarizes these aspects of the system architecture together.

Result of the design phase is a system architecture, which describe structural description and system behaviour from different perspectives (Rechtlin and Maier 2000). The concept phase is of particular importance for development because it not only predefines the resulting CPS, but also establishes a system understanding,
to which the project partners must commit (Blanchard and Fabrycky 2012). Accordingly, the concept phase requires a highly interdisciplinary cooperation in which is assumed that the participants from different disciplines to develop a mutual understanding of the concerns of other specialized domains.

In contrast, the expertise and the specific knowledge of the individual domains are needed in the design phase. Since they summarize domain-specific knowledge, subject-specific process models are used to deal with the development tasks. In terms of the interdisciplinary nature of the entire development task, a special awareness of the overall system needs is necessary while the processing of subtasks. Decisions that were taken in one domain also influence the work and decisions of other development teams. A strong interface management is required, thus also in the domain-specific development phases, the overall objective won’t get lost.

The phase of system integration provides companies especially in the development of CPS with special challenges. Individual solutions from different development teams, based on specifications, which only represents part of the complete the overall system requirements, are optimized in this way usually. It is in the nature of things that not all possible critical interfaces are considered to other subsystems. Often simply lack the domain-specific knowledge in detailed questions. In the phase of system integration, therefore much effort on the adaptation of individual solutions is put in terms of overall performance. This is associated with time and cost consuming iterations. It therefore makes sense to support the phase of system integration from the planning and design phase through methods and tools, as well as procedural and organizational interfaces by which interfaces between requirements, stakeholders, subsystems and functions between development teams and can be made visible. In addition, it requires methods to provide decision situations with sufficient data and information.

### 2.2.4 Systems Engineering as an Interdisciplinary Approach for Development of CPS

While in the previous chapter, the procedure from a more domain-specific point of view has been continuously broaden to draw conclusions for interdisciplinary product development, Systems Engineering provides an approach to support the theme from a cross-domain development perspective. Similar to the already shown systemic development approaches, Systems Engineering refers to a long history, (NASA 1995), especially for the development of large-scale systems (Chestnut 1967).

Systems Engineering (SE) is an interdisciplinary approach and means to enable the realization of successful systems. It focuses on defining customer needs and required functionality early in the development cycle, documenting requirements, and then proceeding with design synthesis and system validation while considering the complete problem: operations, cost, schedule, performance, training and support, test, manufacturing, and disposal. SE
considers both the business and the technical needs of all costumers with the goal of providing a quality product that meets the user needs. (INCOSE 2010, p. 6)

The definition shows that not only a focus on the stakeholders takes place, but also the entire product life cycle of the resulting system is made explicit in development. These limits of consideration are very broad in terms of description of a socio-technical system from the outset.

Also as part of SE approaches, development of technical systems is understood as top-down process with iterative character (Eisner 2008). The focus lies more on a total system approach and on how to find an optimal solution for complex tasks and problems (Hitchins 2007). Of course, in SE detailing phases in the domain-specific development are also needed. Here is less discussed how to proceed in detail, but more which tasks a system engineer has to fulfil, to be able to reasonably coordinate the results of these domain-specific phases to each other and to be able to integrate them into an overall system. The methods used in the context of the SE therefore primarily focus on the control and management of complexity (Kossiakoff et al. 2010), analysis and description of interactions between to developing systems and the environment as super-system, and between the sub-systems. Especially the latter is of course based on the expertise of different domains, but should be supported by the system engineer, from whom a broad technical understanding is expected (Blanchard and Fabrycky 2012).

Oliver et al. (1997) explain that SE approaches need to support two ways of looking at development:

**SE management process** describes the technical and organizational effort within the product lifecycle and thus focuses more on the typical tasks of project management. Target of management procedures is to provide information and to evaluate it in order to support the decision-making in terms of trade-offs between efficiency and costs (NASA 1995). It is necessary to consider restrictions on cost, time and potential risks, both in the development itself as well as in the evaluation of the performance of the technical system.

**SE technical process** includes all activities from the first request of requirements up to development through to verification and validation of the results. Both, procedures represented in literature as well as procedures known from practice, based on systemic approaches and mind sets that have been explained in detail in the previous chapter. As process model now commonly a V-model is used as basis (e.g. (Blanchard and Fabrycky 2012; Kossiakoff et al. 2010)).

Typical methods of SE focus less on the support of individual activities but more on the analysis and description of the system complexity. Therefore, it should be given particular mention to:

- Methods for modelling and simulation of complex systems (e.g. NASA 1995)
- Methods for analysing system contexts both at a functional and structural level; for this, graph-based approaches are used as well as network-based approaches (conclusion e.g. in (Parraguez 2015))
• Methods for the preparation and presentation of data and information flows in the technical system, taking into account constraints and stakeholders through approaches of model-based systems engineering (MBSE) (e.g. Delligatti 2013).

From the perspective of systems engineering, the emphasis in the description of data and information flows lies in summarizing the variety of data and information and in preparing a structure to firstly identify interfaces between sub-systems and the environment within the technical system. To this end, data and information from the synthesis of partial elements are grouped in such a way that dependencies between elements of the overall system can be identified.

Especially the extensions within the V-model for development of interdisciplinary products such as CPS give an indication what to look for in design but for the concrete process design and support, they are only partially suitable. Here, a significantly more granular fine-mapping of processes is required. Therefore, in the following chapter approaches are presented to substantiate and refine the process descriptions.

2.3 Concretisation of Process Descriptions in the Sense of a Workflow

Especially the extensions within the V-model for development of interdisciplinary products such as CPS give an indication what to look for in design but for the concrete process design and support, they are only partially suitable. Here, a significantly more granular fine-mapping of processes is required. Therefore, in the following chapter describes approaches to substantiate and refine the process descriptions.

Looking at the data and information flows within the context of process models, both, product models as a result of synthesis and analysis models shall be considered. This requires a detailed process description, which in turn forms the basis for the design of IT structures. It should focus on that system descriptions within the process are successively refined through the use of different methods and related tools. This leads not only to different versions within a product model but also contributes to a plurality of partly also very heterogeneous product models, which need to be managed and tackled. With increasing maturity of the technical system, the data quality improves and data uncertainties are gradually reduced.

Analysis models are based on product models and the associated level of maturity of the considered subsystem. In addition, analysis models depend in their detailing or their structure from the objectives which are pursued with the analysis in each case. Product models require a corresponding contextual preparation to make them accessible for the analysis.

Both model types, product models and analytical models contain data and information which describe each viewpoints or parts of the resulting CPS. For preparation of the product models for analysis and specifically for simulations,
engineering-workbenches find use. The aim of this is, on the one hand to support the modelling for simulation by the prepared context information for pre-processing and assigned to the product model. On the other hand, the analysis results are processed in such a way that they are within the meaning of the decision support for the development process available in post-processing. Libraries for modelling, load cases, material values, etc. supplement this context information for analysis and can simultaneously be understood as knowledge repositories.

For collection and delivery of all product artefacts various IT tools are available. Product data mainly from construction will be deposited directly into product data management systems (PDM systems). Depending on the structure and format of these tools, this data can be linked to analysis results. Such processing and provision of data and information facilitates the provision of data for individual development steps and the development situation significantly, but also implies that the PDM systems need to be adjusted in terms of product lifecycle management to the development processes. In addition to PDM solutions for managing the documents, data filing systems in which the files themselves are stored, are used. This in turn is caused by the use of various tools in development. In sum it is necessary to support development processes with a diverse IT landscape. Their efficiency depends on how successfully typical development processes for the own organization can be mapped and finally adapted to the data and information flows.

Figure 2.10 gives an indication to the components of a holistic IT infrastructure for development. Besides PDM tools and engineering workbenches support file storage systems the structuring and management of data. These are linked to the for development necessary producer systems both for the synthesis (for example, CAD) as well as for the analysis (for example, FEA, MBS). Within these IT systems in turn, templates, libraries and assistance systems find use to support individual

Fig. 2.10 Overview of components of an IT infrastructure for development
tasks through targeted provision of knowledge, but also to enable a holistic and overarching product management. Finally, it requires suitable data interfaces to ensure the exchange and further use of data within the development process. It quickly becomes clear that for a concrete definition of an IT infrastructure, a detailed treatment of the data and information flows is necessary, which cannot be guaranteed by the process models described in the previous chapter. The process models require a significant specification, for which the influencing factors are described below.

2.3.1 Adaptation of Development Processes to the Context

The refinement of the development process is not only required to substantiate to processes in the development and to support decision-making processes through targeted information delivery. This is done not only on the basis of interdisciplinary tasks in the development but also by the integration of the development in the company’s organization. The link to production and assembly, sales and marketing, logistics, procurement etc. is especially required to consider all influences on development in terms of product lifecycle reasoning. As a result, so called swim lane models for process description can be found in the companies (exemplarily shown in Fig. 2.11). This also goes hand in hand, that for development necessary IT structures are linked to the IT tools of other company divisions. In this context should be referred specifically to the link to Enterprise Resource Planning systems (ERP systems).

The processes depicted with such Swim lane models are very company specific. They resemble each other but generally are not equal because they are influenced not only by industry, competition and market but also by corporate strategies. Here, for example, aspects such as competitive and technology strategy or typical customer patterns play a decisive role. Such process descriptions and therefore the support of developers are not only based on typical processes, but also can be explained to some extent from the company’s history. Last but not least are manifested in the development processes and the associated IT structures the experience and knowledge of the company.

Because of the diversity in the expression of the factors influencing the process design, a generic oriented refinement makes little sense. Below shall therefore be briefly outlined, which factors are in what way to take into account in order to reflect the company’s internal processes as a whole can. In turn, starting points and specifications for IT structures can be derived.
Fig. 2.11 Example of a development process as swim lane model in the company
2.3.2 Identification of Context Factors for Adaption of Development Processes

The adaptation of the generic process models is described in the literature for two reasons: on the one hand, requires the pronounced interdisciplinarity especially for CPS the consideration of typical procedures of disciplines involved to obtain functional and high-quality solutions for components and subsystems (e.g. Pugh 1991; Gericke and Blessing 2011). On the other hand, the adjustment of development processes to the corporate context (industry, market, product group strategies) is necessary to explicitly include the resulting specific framework for development (e.g. Skalak et al. 1997; Meißner and Blessing 2004). Gericke et al. (2013) illustrate two types of customization options of development processes: the Augmenting and Tailoring. The Augmenting ultimately describes the extension of the procedure description not only by additional process steps but also by the integration of additional information such as guidelines, design practices, specific methods, or the like. Target of Tailoring is to carry out industry or company-specific adaptations of the development process, whereby it is mainly about to make the process steps explicit, which results from the product or the industry (Gericke and Moser 2012).

In the aviation sector this includes, for example, admission procedures or hedging measures. For CPS are, for example, specific measures in relation to consider the data security or the human-machine interaction, required. The challenge for both forms of process adjustment is to completely grasp the development context and describe it in its characteristics. Hales and Gooch (2004) illustrate this in a framework to classify those factors influencing the product development and to identify (Fig. 2.12). Gericke et al. (2013) use this structuring approach and assign more detailed context factors that have been identified based on a comprehensive literature review.

The resulting list of over 230 contextual factors (in Gericke et al. 2013) provides basic evidence, what to look for in the concrete detailing, but for practical
application, this list is a bit bulky. Also not included in the rather linear view is the fact, that between the contextual factors a number of dependencies are observed.

Reitmeier proposes to extend the structuring approach (Reitmeier 2015) to capture the data and information flows by continuously evaluating the contextual factors with respect to the decision to be made (Fig. 2.13).

In (Reitmeier 2015) is distinguished for the classification of contextual factors in such of first degree, which are directly connected with the activity of the developer and thus also directly can affect the necessary activities, or even can be influenced by the developer. In addition to the aspects of the product and the process, the company’s resources also play a role here. Not least, strategic considerations such as the importance of the development project for market, industry, customer or integration in the product management influence a role. These factors influence the adaptation of the development process to the development task. Boundary conditions of second order, which at a higher level can be derived from the macro environment or the company’s strategy, however affect the basic design of the processes in the development.

**2.3.3 An Approach for Systematic Analysis of Determining Factors for the Development Process**

In addition to detection and description of the contextual factors it requires an analysis, which indications can be derived for the design of development processes. For this, a systemic approach after (Negele 1998), which in turn follows an idea of (Patzak 1982), is used. This approach of Negele will be introduced in the following chapter.
In principle, it is distinguished between the system to be designed, here the CPS as product, and the formative system, that is the process of targeted activities that lead to this CPS. Both systems, the CPS and the development process cannot be considered independently. Considering further that the CPS initially is present only as an aggregation of targets, which are substantiated by development, it follows that the CPS is again divided into a target system and an object system. This opens up the possibility to address the uncertainties in development. On the other hand, in connection with the process is illustrated the extent to which the resulting CPS is correlated with the objectives. A similar approach is for the process to derive even. The formative system of the process is mainly determined only from the logical approach and has a generic character for the product group. The concrete development task can be derived only if demands are accurately specified, resources and responsibilities are defined and a termination occurs. For this reason, a specific project will be derived on the basis of the processes virtually, resulting in the distinction between a process and a system of action.

Finally, of course, it requires a definition of the system boundaries, which are characterized not least by contextual factors on the micro and macro level. The difficulty here is that this system boundaries often cannot be drawn strong and clear, because it is precisely the characteristic of the CPS that they interact closely with the environment or other systems in the environment. CPS must therefore be interpreted frequently in the context of a system of systems (SoS). Such blurred dividing line is, however, difficult to tackle in development. Therefore it is necessary to give special care on the delimitation and description associated in- and outgoing data, energy and material flows. Figure 2.14 illustrates this model approach after (Negele 1998).

The name **ZOPH** of the approach results from the first letter of the german words of the partial models (**Ziel**, **Objekt**, **Prozess**, **Handlung**).

This raises the question of how this mind set supports the process development and control of the development and the associated organization of data and information flows. For this purpose, the individual subsystems shall be further concretised in reference to (Negele 1998).
2.3.3.1 Goal System

The goal system classically summarizes all the requirements for the evolving CPS. As a product from the capital goods sector, here one needs to distinguish between load and performance specifications in principle. The challenge lies in the completeness of goal acquisition. Here are not only partial functions and their expression of importance, but also the description of the characteristics of the desired operations. For structuring the target system approaches for describing the system architecture can be used, which reflect both functional and structural aspects. Since generally in development always similar systems are in focus, may be used for the CPS also established product structures. Relationships between functioning synthesis and principle synthesis (Andreasen and Hein 1987) need to be considered especially for completely new developments. For adjustments, variant developments or incremental developments, these aspects are already included in the system architecture.

The complexity of the CPS results not only from the functional diversity but also from the diversity of the expected behaviour, which is not least determined by different stakeholders on the CPS to be developed. Therefore, the target system shall additional be analysed with respect to different types and forms of operations, what also integrates aspects of the product life cycle at the same time. This requires a detailed analysis of the stakeholders, as summarized in Fig. 2.15.

The goal system includes aspects of system definition, therefore the answer to the question of which functions can be realized only through the CPS and which arise from the interaction with other systems. One important result of the analysis to the target system must be to detect cross connections between functions, product structure, operations and stakeholders to present and show mainly conflicts between these. Ultimately, the target system is a reference for the object system, but also for the process system.
The target system is manifested in the requirement description, which in turn is the basis for requirements engineering. In conjunction with the stakeholder description and hedging measures, risk assessments or reliability statements can be deduced.

2.3.3.2 Object System

The object system ultimately summarizes all results in the development process and therefore also all product artefacts in the various phases of the development process. This includes any form of additional information such as libraries, catalogues or templates that underlie the development in the different producing systems (Fig. 2.16). Ideally, the structuring is based on the product architecture, which generally underlies also the target system description. A consistent structuring of both, the object and the target system is the basis of the balance between demands and results of the development process. However, the orientation on product architecture takes generally into account the participating disciplines for component development.

The product artefacts that are collected in the object system are available, both as documents in data storage systems as well as hardware (prototypes, hardware-in-the-loop). The analysis of the object system therefore not only serves to flesh out the IT structures but also the identification of data-technical necessary interfaces
between the product artefacts. The relationship between various product artefacts provide, at best, product data management systems and engineering workbenches. The relationship between data and information from other business sectors are ideally represented by ERP systems. The enrichment of product artefacts with information like date of creation, creator, etc. Versioning provides the one hand the connection to the system of action, on the other hand, these also can be assigned to phases within the development process and thus draw conclusions for the degree of maturity.

2.3.3.3 Process System

The process system defines in detail the activities and actions which are relevant for the specific development. Logical dependencies result from the physical relationships in the specialized domains as well as from the to-implement system functions and the expected operations. The structure of the process system should be such that the analysis of data and information flows can occur between the individual acts. The individual process steps are considered quasi as transformations of the initial state into a desired end state. For this transformation are usually available the experience and knowledge to the system, which provides guidelines and methods that take into account not only the physical relationships but also best practices. Both, methods and best practices include ultimately guidelines for action and thus provide the detailed procedures a framework for action. For the analysis of process steps therefore the proposed model Fig. 2.17 with reference to (Birkhofer et al. 2005) can be used.

A generic procedure description also results from the problem-solving cycle (see Sect. 2.2.1), because there with a classification of methods and the data characteristic is connected. As described above, the problem solving cycle is ultimately to go through at every stage of development. This results is not only a classification approach for methods (see Fig. 2.3) but also a statement of the maturity of the resulting system. Conversely, this means that each method must be adapted to the maturity level of the product. With the application of methods in practise usually IT-tools are connected, which data requirements and their evaluation results are directly attached to the methods or the best practices. For the description of the development processes, the development influencing tasks like procurement, purchasing or production and assembly now also have to be considered, as they either provide input or need input at a defined time. Via the process system one can recognize and specify procedural interfaces. The process system is manifested in the swim lane models mentioned above (Fig. 2.11).

2.3.3.4 Action System

The action system describes the organizational framework or the organizational impact parameters for the process design. The organizational structure results in
Fig. 2.17 Specification of the process system

responsibilities, role assignments and responsibilities for partial activities for both, the actual development work as well as to administrative supporting processes such as release mechanisms etc. In action system also material and personnel resources are defined, whereby the material resources available especially IT tools, licenses and their characteristics are includes, but also test stands, laboratory equipment, test equipment, etc. are covered. Since today a variety of development services is adopted by service providers or suppliers, these have to be interpreted as parts of the action system, which supports the development with resources and capacity.

The action system serves in addition to content issues also to scheduling specifications of development processes, depending on the development task and possible priorities of the company. Depending on the development task, deadlines and responsibilities must be assigned to the individual process steps. For the purpose of a multi-project management, his assignment must be accompanied by a project prioritization, which results from the program or product management. Thus, directly from within the action system, the processes are complemented by typical information to substantiate the workflow in terms of project management. The components of the action system are summarized in Fig. 2.18.
2.3.3.5 Control of Development Tasks via the ZOPH Approach

The individual subsystems of the ZOPH model are not independent, as is already explained in Fig. 2.14. In terms of a holistic process management it is rather necessary to consider and develop all the subsystems equally. However, various views on the development process can be mapped over the subdivision into subsystems. The planning and integration of IT structures for integrated data and information flows, for example, requires not only the consideration of the typical system architectures but also of typical processes to tightly coordinate the individual IT tools. For supporting decision-making processes in development in turn the provision of all available data is required, but it also requires the knowledge of organizational, process and product-related interfaces that are clearly shown by the ZOPH approach. This is the basis on which to assess the impact of decisions and to inform those who are affected by the decision.

The main objective of the development is undoubtedly the CPS. This is also connected to a number of side objectives, such as quality, reliability etc. For this purpose usually consuming associated processes such as risk management or requirements management are implemented in product development, which are
often to be considered as parallel to the actual product development process. Configuration management and change management on the other hand consider aspects of creating variants, which are normally anchored in program management. These associated processes, for example, determine the product development via modularization approaches, common parts and repeat parts concepts etc. With the analysis of the company within the meaning of the ZOPH approach, these processes can be mapped in a holistic way and coupled with development. Ultimately, these associated processes grab, even if they have different origins, back to specific elements in the subsystems and bring them goal-oriented together.

2.4 Model-Based Engineering for Mastering Complexity

The major challenge in mastering a CPS, nowadays lies in the system integration. For individual activities or aspects in development now a variety of powerful methods and tools are available, the overall system approach is, on the other hand, less pronounced supported.

Especially in the data and information flows are always media discontinuities to tackle, which easily lead to fractures in the reality in development. There are a variety of documents such as request lists, CAD models, feasibility analyses, calculations as well as Power Point or Word files generated which describe the resulting product both on functional as well as on structural plane. These are for individual development steps or specific decisions of importance, but are available in very different formats. In addition, they represent some very different perspectives on the CPS, which makes their interpretation and exploitation difficult. The cause of the resulting lack of development lies accordingly in the document-based management of the data and information flows, which neglect the data characteristic. The preparation of more or less unstructured data requires special effort, for which the creation of data exchange formats is often insufficient. An illustrated document-centric view in general supports only specific views on the CPS. The challenge arises not only from the different data formats and data structures but also from the fact that with the various activities (synthesis/analysis) different data characteristics are connected (properties/features), which complicates comparability and stringent further usage.

To overcome these development disruptions, and thus to ensure a certain completeness and efficiency of the development processes, increasingly model-based approaches are tried. With such a model-centric organization of data and information flows, the model becomes the source of relevant information by structuring the information according to a predefined scheme (Weilkins 2008).

Model-Based Engineering (MBE) should here be understood as an engineering approach, which uses models within the meaning of pre-structured data as a basis for the data and information flow. These models include all this data and information relating to the product life cycle, based on the requirements of the
design, verification and validation of subsystems as well as on the overall system (NDIA 2010).

Model-based engineering may be understood as an overriding principle that originally sprung up in the development of software-intensive applications. The application of CPS is not only beneficial to master the complexity in development but also due to the system characteristic. The basic idea here is to continuously hedge the system behaviour at different levels throughout the entire development process by the use of these model approaches. For this purpose, firstly parameter-based models (for example, in Matlab Simulink) are constructed from the overall system, by which the system response can be displayed and analysed. These are successively refined, both, in terms of modelling approaches as well as by hardware components that are integrated (Albers et al. 2013). This ensures the system integration from the early stages of the development.

Meanwhile, the understanding of MBE is somewhat broader and also includes in many cases Model Based Systems Engineering (MBSE) and Business Process Modelling (BPM) (Lee 2008).

Difficulties or challenges in the dealing with models arise from their properties (Stachowiak 1973). Thus, models are only depictions of a system. This will entail contractions: by means of the attributes from the original, only those things are recorded, which are relevant for the defined viewing purpose. By assuming a certain substitution function, therefore models give only a specific limited view to the original again (Stachowiak 1973).

A further distinction needs to be made for models:

- Especially in engineering, the feasibility of models is presumed. Models are thus constructed under the use of method tools such that they can be used as basis for simulations. This opens the possibility to derive statements about behaviour, performance and function as early as the early stages of development.
- Increasingly descriptive models that allow a symbolic representation of the CPS with a defined syntax and semantic, gain in significance. These models are information models, in which feasibility generally does not exist (exceptions can be found in software development, where such a source code can be derived, see also (Rumbaugh et al. 1999)). In this context, UML or SysML models are exemplarily mentioned. In the end, even CAD-models, which initially support structure visualization and are based on a pure geometry-based view, are included. Simulations cannot be initialized directly but always the preparation of data for an analytical model is required.

The two different interpretations of the MBE are summarized once again in Fig. 2.19. This depiction illustrates that the model-based approaches on the basis of executable models correspond to a vertical integration. Accordingly, the challenge is to refine the models depending on the progress of development, or to link the different modelling approaches to make them accessible for simulations (Paetzold and Reitmeier 2010). MBSE other hand focuses on horizontal integration. The goal is here to compile all data and information for the CPS over the product lifecycle.
in order to ensure a holistic view on the resulting technical system or to assemble different views.

With vertical integration, especially the kind of modelling or the choice of the modelling paradigm is combined. From a systemic point of view one can distinguish both, on the structure level as well as on the function level or the behavioural level. A modelling based on the structure definition for the whole system is extremely difficult, what is caused by the domain-specific physical and related mathematical descriptions (geometry, source code, integrated circuits).

For the simulation of the system behaviour it is more likely to resort to parameter-based approaches to modelling, as these are based on the more generic functional description and are linked via input-output relations. With this, although one accepts a higher level of the abstraction model, however, succeeds a cross-domain modelling, which can be understood and interpreted in the domains. The challenges that are associated to this observation will not be further discussed here, but reference is made to additional literature (the problem of universal description language, for example (Panreck 2002); multi-domain vs. domain specific, for example (Sangiovanni-Vincentelli et al. 2009)).

2.4.1 Model Based Systems Engineering

The second aspect mentioned in the context of model-based engineering is also treated under the concept of model-based systems engineering (MBSE).
Model-based systems engineering (MBSE) is the formalized application of modelling to support system requirements, design analysis, verification and validation activities beginning in the conceptual design phase and continuing throughout development and later life cycle phases. (INCOSE 2007)

The basic idea is to support the development process and especially the data and information flows through system models that depict not only aspects of the entire product life cycle but also the perspectives of different stakeholders. This is intended not only to support development processes but also to provoke balanced system solutions (Eigner et al. 2012). For this purpose, as a basis a unified modelling approach is used, which allows to map both, system models as well as development activities. MBSE thus should be understood as methodology; that means a summary of processes, methods and tools by which a defined goal, here the integral development of complex technical systems, is announced (Estefan 2007). The management of complex technical systems is supported by the fact that not only different perspectives on a CPS can be distinguished but also between function, structure, behaviour and performance. The possibility of hierarchy formation facilitates impact analyses or traceability of design changes (Fig. 2.20).

In order to deploy and support a methodology efficiently, three aspects must ultimately be integrated (Delligatti 2013):

• Methods which describe the development of the technical system,
• Languages that define grammar as a set of rules for system description and that are understood by all parties,
• Tools that translate the languages and that support in construction and interpretation of the models by providing a development environment and routines.

These aspects will be described briefly below.
Methods within the meaning of MBSE describe action rules for consistent configuration of system models. These methods are not only influenced by the purpose of the model but also by the mind sets and ways of abstraction of those who wish to use these models. Of course, the methods follow very much the logical and systemic approaches for development and the structuring of complex technical systems, as they are described in this chapter. Certainly, here play for example domain- or industry-specific priorities in the concretization of the methods such as for example domain-specific development and lifecycle models a role. Also specific aspects of the system Engineering management process, such as risk management issues or security issues, may affect the method in detail here. These methods reflect quasi a type of a modelling philosophy.

For MBSE, in the literature a number of methods can be identified. In the context of Systems Engineering as an integrated approach to development by CPS, one should particularly mention:

- OOSEM (Object-oriented Systems Engineering Method), which was designed as a top-down approach by the INCOSE, based on a functional analysis (Friedenthal 2014).
- SYSMOD method, a standard top-down approach developed by Tim Weilkiens, which is based on UML methods and expand them in the sense of systemic product development (Weilkins 2008).

Besides that, a number of other methods, such as IBM Telelogic Harmony SE, IBM Rational Unified Process for Systems Engineering (RUP-SE), JPL State Analysis (SA), Dori Object Process Methodology (OPM) exist. A detailed summary and explanation of these methods can be found in (Estefan 2007).

Modelling languages define the grammar, thus the nature of the elements and their connections by means of which a model must be built to represent defined contents intelligible. The language that is spoken, directly influences the way how the technical system is seen. The dilemma of the description language for interdisciplinary technical systems has long been known (for example, Panreck 2002). Domain-specific languages are generally not suitable to transmit content beyond the domain boundaries or to integrate domain-external matters into the model. Again and again, attempts have been made to develop general description languages, which on the one hand reflect the system holistically and are intelligible to another. This dilemma can also be seen for languages for MBSE. Exemplarily, reference is made to work, which indeed succeed in depicting geometry elements by using SysML (Eigner et al. 2014), but these are not readily to interpret as intuitive as a CAD model. They therefore require to “oneself empathize” into the language, to understand these.

For MBSE primary graphic-oriented languages are used, which not only define the element types which may be used in the model but also the relationships that are allowed between the element types. This is complemented by a notification which allows the display of elements and relations in diagrams. In the past, each of the developed method has often developed their own language, what leads to a corresponding diversity. In this context, System Modeling Language (SysML),
Unified Modeling Language (UML) and Integration Definition for Functional Modeling (IDEFx) are particularly mentioned.

All graphic languages have in common that charts are available for both, the structural view and the behavioural representation by which in the systemic sense both, structural and behavioural models are constructed and interrelated. The specific designations or aspects of hierarchy and points of view can, however, vary.

The tools for MBSE implement ultimately the language and modelling methods. They support the engineer by the availability of a graphical interface, through routines and libraries for creating and linking models and the automation to update them. Commercial importance have Cameo System Modeling/MagicDraw (vendor: NoMagic), Enterprise Architect (vendor: Sparx Systems), Raphsody (vendor: IBM), Artisan Studio (vendor: Atego) or UModel (vendor: Altova).

The benefits of using MBSE-approaches for interdisciplinary development are obvious. By provision of clear and accurate models can also interdisciplinary aspects be summarized in a model approach. The emerging information models are undoubtedly suitable to reflect and to summarize different perspectives on the CPS in different hierarchical levels. This also results in the ability to detect dependencies from both, a procedural, product-oriented as well as an organizational point of view and to derive interfaces more precise.

Because of these advantages is seen in both, academic as well as industrial environment, a considerable potential for development support by means of MBSE. Nevertheless, MBSE approaches are not yet established very wide. Challenges arise not only for the utilisation of the resulting information models and their integration into the data and information flows respectively the IT infra-structure but also in the creation of these models.

The models which are created on the basis of MBSE are not directly available for simulations. Although today parameter-based models which then e.g. are carried out by Matlab/Simulink (Sop Njindam 2015) can be derived from certain types of charts (block diagrams) commercial data interfaces are currently not yet provided for this. Now, there are some interesting approaches to integrate the MBSE-approaches into the IT structures of companies, for example, the coupling of requirements management with MBSE-approaches (e.g. Eigner et al. 2015a, b) with the objective of repeat and further use of the data and information.

For a successful integration of MBSE models into the data and information flows, and thus also in the IT structures of a company it is necessary that these reflect the product and process structures. This in turn presupposes that the development methods must be refined to such extent that typical development challenges and circumstances are addressed. The methods mentioned are, similarly as shown for the process models in this chapter, still relatively generic. For an effective use it is necessary to substantiate them and to adapt based on the specific development conditions. This not only requires an intensive analysis of the structures of the CPS but also of the development processes, which are reflected in the MBSE modelling methods and the models themselves.

In this context, also the question of the modelling depth for the technical systems which should be imaged is posed. In the literature currently the trend, to use MBSE
approaches down to very low levels of detail, can be observed (e.g. Eigner et al. 2015a). However, the modelling depth depends not least on the model’s purpose, especially if one is considering that the derivation of executable models out of MBSE models is associated with considerable effort. In addition, in each domain very powerful modelling and simulation tools are available, which on the one hand can depict the subject-specific contexts very well and in detail, and on the other, can be easily understood and interpreted by experts.

The strengths of MBSE lie in the possibility of an overall system view and the associated possibility to recognize interrelationships and interdependencies in the CPS and provide them for development processes. This aspect should therefore define the modelling depth for MBSE models.
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